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# Groovy Overview

Groovy is an object-oriented language which is based on Java platform. Groovy 1.0 was released in January 2, 2007 with Groovy 2.4 as the current major release. Groovy is distributed via the Apache License v 2.0.

## Features of Groovy

Groovy has the following features:

* Support for both static and dynamic typing.
* Support for operator overloading.
* Native syntax for lists and associative arrays.
* Native support for regular expressions.
* Native support for various markup languages such as XML and HTML.
* Groovy is simple for Java developers since the syntax for Java and Groovy are very similar.
* You can use existing Java libraries.
* Groovy extends the java.lang.Object.

The official website for Groovy is <http://www.groovy-lang.org/>

# Groovy Installation

There are a variety of ways to get the Groovy environment setup.

**Binary download and installation** − Go to the link [www.groovy-lang.org/download.html](http://www.groovy-lang.org/download.html) to get the Windows Installer section. Select the latest stable distribution of Groovy and click on the “Windows Installer” option to start the download of the Groovy installer.

Current distribution version is 4.0.2.

After the installer is downloaded, run, and complete the installer.

**Note**: Make sure you select the options to create the GROOVY\_HOME env variable and add the path to the Groovy home’s bin folder to the PATH env variable.

## Running a Groovy Script

After the installation is done, check the version from the command prompt by running:

groovy -v

groovy --version

## Using the Groovy Shell

From the command prompt, run the following command to open the Groovy shell:

groovysh

Then from the shell, execute and check the following statements:

class Foo {

def bar() {

println "baz"

}

}

foo = new Foo()

foo.bar()

Shell variables are **all** untyped (i.e. no def or other type information).

This **will** set a shell variable:

foo = "bar"

println(foo)

But, this will evaluate a local variable and will **not** be saved to the shell’s environment:

def foo = "bar"

println(foo)

Unknown property: bar

Functions can be defined in the shell and will be saved for later use.

Defining a function is easy:

groovy:000> def hello(name) {

groovy:001> println("Hello $name")

groovy:002> }

And then using it is as one might expect:

hello("Jason")

Internally the shell creates a closure to encapsulate the function and then binds the closure to a variable. So, variables and functions share the same namespace.

### Recognized Commands

#### help

Display the list of commands (and aliases) or the help text for specific command.

groovy:000> :help

Help for a Command

While in the interactive shell, you can ask for help for any command to get more details about its syntax or function. Here is an example of what happens when you ask for help for the help command:

groovy:000> :help :help

#### [exit](https://groovy-lang.org/groovysh.html#GroovyShell-exit)

Exit the shell.

This is the **only** way to exit the shell. Well, you can still CTRL-C, but the shell will complain about an abnormal shutdown of the JVM.

#### [import](https://groovy-lang.org/groovysh.html#GroovyShell-import)

Add a custom import which will be included for all shell evaluations.

This command can be given at any time to add new imports.

#### [grab](https://groovy-lang.org/groovysh.html#GroovyShell-grab)

Grab a dependency (Maven, Ivy, etc.) from Internet sources or cache, and add it to the Groovy Shell environment.

groovy:000> :grab 'com.google.guava:guava:19.0'

groovy:000> import com.google.common.collect.BiMap

===\> com.google.common.collect.BiMap

This command can be given at any time to add new dependencies.

#### [display](https://groovy-lang.org/groovysh.html#GroovyShell-display)

Display the contents of the current buffer.

This only displays the buffer of an incomplete expression. Once the expression is complete, the buffer is rest. The prompt will update to show the size of the current buffer as well.

**Example**

groovy:000> class Foo {

groovy:001> def bar

groovy:002> def baz() {

groovy:003> :display

001> class Foo {

002> def bar

003> def baz() {

#### [clear](https://groovy-lang.org/groovysh.html#GroovyShell-clear)

Clears the current buffer, resetting the prompt counter to 000. Can be used to recover from compilation errors.

#### [show](https://groovy-lang.org/groovysh.html#GroovyShell-show)

Show variables, classes or preferences or imports.

#### show variables

groovy:000> :show variables

Variables:

\_ = true

show classes

show imports

show preferences

show all

#### [inspect](https://groovy-lang.org/groovysh.html#GroovyShell-inspect)

Opens the GUI object browser to inspect a variable or the result of the last evaluation.

#### [purge](https://groovy-lang.org/groovysh.html#GroovyShell-purge)

Purges objects from the shell.

purge variables

purge classes

purge imports

purge preferences

purge all

#### [edit](https://groovy-lang.org/groovysh.html#GroovyShell-edit)

Edit the current buffer in an external editor.

Currently only works on UNIX systems which have the EDITOR environment variable set, or have configured the editor preference.

#### [load](https://groovy-lang.org/groovysh.html#GroovyShell-load)

Load one or more files (or urls) into the buffer.

Create a file named test.groovy with these lines:

class Test {

def show() {

println("Hi there")

}

}

In the shell, run these commands:

:load test.groovy

tst = new Test()

tst.show()

#### [save](https://groovy-lang.org/groovysh.html#GroovyShell-save)

Saves the buffer’s contents to a file.

#### [record](https://groovy-lang.org/groovysh.html#GroovyShell-record)

Record the current session to a file.

record start

record stop

record status

#### [history](https://groovy-lang.org/groovysh.html#GroovyShell-history)

Display, manage and recall edit-line history.

history show

history recall

history flush

history clear

#### [alias](https://groovy-lang.org/groovysh.html#GroovyShell-alias)

Create an alias.

#### [doc](https://groovy-lang.org/groovysh.html#GroovyShell-doc)

Opens a browser with documentation for the provided class. For example:

groovy:000> :doc java.util.List

http://docs.oracle.com/javase/7/docs/api/java/util/List.html

http://docs.groovy-lang.org/2.4.2-SNAPSHOT/html/groovy-jdk/java/util/List.html

Will open two windows (or tabs, depending on your browser):

* one for the JDK documentation
* one for the GDK documentation

#### [set](https://groovy-lang.org/groovysh.html#GroovyShell-set)

Set or list preferences.

## Using the Groovy Console

From the command prompt, run groovyconsole.

It will open the following window:
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In the top half of the windows, enter the following:

class Example {

static void main(String[] args) {

// Using a simple println statement to print output to the console

println('Hello World');

}

}

### Running a Script

To run the Groovy script, do either of the following:

1. From the menu, select Script -> Run.
2. Press CTRL+R.
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There are only codes in the output area, because results are printed in the command line console where you started Groovy Console from. If you want to see results also in the output area, you need to enable **View ->** **Capture Standard Output**.

You can also open Groovy script file by using **File > Open** menu and the script will loaded in the input area. Then you can run loaded script.

Additionally, you can run only selected portion of the code in Input Area. If you select a section in the Input Area and click **Run Selection (or Ctrl + Shift + R)** in the **Script** menu, only the selected code will be executed.

### Interruption

You can interrupt current running script in Groovy Console after enabling interruption by selecting **Script > Allow Interruption** menu. What I mean by interruption here is interrupting current thread in running script. For example, to interrupt following script.

try {

while(1) {

println "something"

Thread.currentThread().sleep(500)

}

} catch(InterruptedException ex) {

println("Interrupted from Groovy console.")

}

You can first Run script and then you can click **Interrupt** button on the right side of the **Run** button. You will see an output like below.
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## Running Groovy Scripts in Visual Studio Code

1. Install Visual Studio Code (code.visualstudio.com).
2. Install extension code-groovy.
3. Open folder that has groovy scripts.
4. In the Terminal window, run the script with groovy <script\_name>.
5. Install extension Code Runner.
6. Right-click the groovy script file (or even anywhere in the editor window) and select Run Code.

# Groovy - Basic Syntax

Sample program:

class Example {

static void main(String[] args) {

// Using a simple println statement to print output to the console

println('Hello World');

}

}

Save the above to a file named hello.groovy.

Open a command prompt terminal window and navigate to the folder where you created the file.

Run the following command to execute the program:

groovy hello.groovy

## Import Statement in Groovy

The import statement can be used to import the functionality of other libraries which can be used in your code. This is done by using the **import** keyword.

The following example shows how to use a simple import of the MarkupBuilder class which is probably one of the most used classes for creating HTML or XML markup.

import groovy.xml.MarkupBuilder

def xml = new MarkupBuilder()

By default, Groovy includes the following libraries in your code, so you don’t need to explicitly import them.

import java.lang.\*

import java.util.\*

import java.io.\*

import java.net.\*

import groovy.lang.\*

import groovy.util.\*

import java.math.BigInteger

import java.math.BigDecimal

## Tokens in Groovy

A token is either a keyword, an identifier, a constant, a string literal, or a symbol.

println(“Hello World”);

In the above code line, there are two tokens, the first is the keyword println and the next is the string literal of “Hello World”.

## Comments in Groovy

Comments are used to document your code. Comments in Groovy can be single line or multiline.

Single line comments are identified by using the // at any position in the line. An example is shown below:

class Example {

static void main(String[] args) {

// Using a simple println statement to print output to the console

println('Hello World');

}

}

Multiline comments are identified with /\* in the beginning and \*/ to identify the end of the multiline comment.

class Example {

static void main(String[] args) {

/\* This program is the first program

This program shows how to display hello world \*/

println('Hello World');

}

}

## Semicolons

Unlike in the Java programming language, it is not mandatory to have semicolons after the end of every statement, It is optional.

class Example {

static void main(String[] args) {

def x = 5

println('Hello World');

}

}

If you execute the above program, both statements in the main method don't generate any error.

## Identifiers

Identifiers are used to define variables, functions or other user defined variables. Identifiers start with a letter, a dollar or an underscore. They cannot start with a number. Here are some examples of valid identifiers:

def employeename

def student1

def student\_name

where **def** is a keyword used in Groovy to define an identifier.

Here is a code example of how an identifier can be used in our Hello World program.

class Example {

static void main(String[] args) {

// One can see the use of a semi-colon after each statement

def x = 5;

println('Hello World');

}

}

In the above example, the variable **x** is used as an identifier.

## Keywords

Keywords as the name suggest are special words which are reserved in the Groovy Programming language. The following table lists the keywords which are defined in Groovy.

|  |  |  |  |
| --- | --- | --- | --- |
| as | assert | break | case |
| catch | class | const | continue |
| def | default | do | else |
| enum | extends | false | Finally |
| for | goto | if | implements |
| import | in | instanceof | interface |
| new | pull | package | return |
| super | switch | this | throw |
| throws | trait | true | try |
| while |  |  |  |

## Whitespaces

Whitespace is the term used in a programming language such as Java and Groovy to describe blanks, tabs, newline characters and comments. Whitespace separates one part of a statement from another and enables the compiler to identify where one element in a statement.

For example, in the following code example, there is a white space between the keyword **def** and the variable x. This is so that the compiler knows that **def** is the keyword which needs to be used and that x should be the variable name that needs to be defined.

def x = 5;

## Literals

A literal is a notation for representing a fixed value in groovy. The groovy language has notations for integers, floating-point numbers, characters, and strings. Here are some of the examples of literals in the Groovy programming language:

12

1.45

‘a’

“aa”

# Groovy – Data Types

In any programming language, you need to use various variables to store various types of information. Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in memory to store the value associated with the variable.

You may like to store information of various data types like string, character, wide character, integer, floating point, Boolean, etc. Based on the data type of a variable, the operating system allocates memory and decides what can be stored in the reserved memory.

## Built-in Data Types

Groovy offers a wide variety of built-in data types. Following is a list of data types which are defined in Groovy −

* **byte** − This is used to represent a byte value. An example is 2.
* **short** − This is used to represent a short number. An example is 10.
* **int** − This is used to represent whole numbers. An example is 1234.
* **long** − This is used to represent a long number. An example is 10000090.
* **float** − This is used to represent 32-bit floating point numbers. An example is 12.34.
* **double** − This is used to represent 64-bit floating point numbers which are longer decimal number representations which may be required at times. An example is 12.3456565.
* **char** − This defines a single character literal. An example is ‘a’.
* **Boolean** − This represents a Boolean value which can either be true or false.
* **String** − These are text literals which are represented in **the form** of chain of characters. For example “Hello World”.

## Bound values

The following table shows the maximum allowed values for the numerical and decimal literals.

|  |  |
| --- | --- |
| byte | -128 to 127 |
| short | -32,768 to 32,767 |
| int | -2,147,483,648 to 2,147,483,647 |
| long | -9,223,372,036,854,775,808 to +9,223,372,036,854,775,807 |
| float | 1.40129846432481707e-45 to 3.40282346638528860e+38 |
| double | 4.94065645841246544e-324d to 1.79769313486231570e+308d |

## Class Numeric

Types In addition to the primitive types, the following object types (sometimes referred to as wrapper types) are allowed −

* java.lang.Byte
* java.lang.Short
* java.lang.Integer
* java.lang.Long
* java.lang.Float
* java.lang.Double

In addition, the following classes can be used for supporting arbitrary precision arithmetic −

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Example** |
| java.math.BigInteger | Immutable arbitrary-precision signed integral numbers | 30g |
| java.math.BigDecimal | Immutable arbitrary-precision signed decimal numbers | 3.5g |

The following code example showcases how the different built-in data types can be used −

class Example {

static void main(String[] args) {

//Example of a int datatype

int x = 5;

//Example of a long datatype

long y = 100L;

//Example of a floating point datatype

float a = 10.56f;

//Example of a double datatype

double b = 10.5e40;

//Example of a BigInteger datatype

BigInteger bi = 30g;

//Example of a BigDecimal datatype

BigDecimal bd = 3.5g;

println(x);

println(y);

println(a);

println(b);

println(bi);

println(bd);

}

}

When we run the above program, we will get the following result −

5

100

10.56

1.05E41

30

3.5

# Groovy – Variables

Variables in Groovy can be defined in two ways − using the **native syntax** for the data type or the next is **by using the def keyword**. For variable definitions it is mandatory to either provide a type name explicitly or to use "def" in replacement. This is required by the Groovy parser.

There are following basic types of variable in Groovy as explained in the previous chapter −

* **byte** − This is used to represent a byte value. An example is 2.
* **short** − This is used to represent a short number. An example is 10.
* **int** − This is used to represent whole numbers. An example is 1234.
* **long** − This is used to represent a long number. An example is 10000090.
* **float** − This is used to represent 32-bit floating point numbers. An example is 12.34.
* **double** − This is used to represent 64-bit floating point numbers which are longer decimal number representations which may be required at times. An example is 12.3456565.
* **char** − This defines a single character literal. An example is ‘a’.
* **Boolean** − This represents a Boolean value which can either be true or false.
* **String** − These are text literals which are represented in **the form** of chain of characters. For example “Hello World”.

Groovy also allows for additional types of variables such as arrays, structures and classes which we will see in the subsequent chapters.

## Variable Declarations

A variable declaration tells the compiler where and how much to create the storage for the variable.

Following is an example of variable declaration −

class Example {

static void main(String[] args) {

// x is defined as a variable

String x = "Hello";

// The value of the variable is printed to the console

println(x);

}

}

When we run the above program, we will get the following result −

Hello

## Naming Variables

The name of a variable can be composed of letters, digits, and the underscore character. It must begin with either a letter or an underscore. Upper and lowercase letters are distinct because Groovy, just like Java is a case-sensitive programming language.

class Example {

static void main(String[] args) {

// Defining a variable in lowercase

int x = 5;

// Defining a variable in uppercase

int X = 6;

// Defining a variable with the underscore in it's name

def \_Name = "Joe";

println(x);

println(X);

println(\_Name);

}

}

When we run the above program, we will get the following result −

5

6

Joe

We can see that **x** and **X** are two different variables because of case sensitivity and in the third case, we can see that \_Name begins with an underscore.

## Printing Variables

You can print the current value of a variable with the println function. The following example shows how this can be achieved.

class Example {

static void main(String[] args) {

//Initializing 2 variables

int x = 5;

int X = 6;

//Printing the value of the variables to the console

println("The value of x is " + x + "The value of X is " + X);

}

}

When we run the above program, we will get the following result −

The value of x is 5 The value of X is 6

# Groovy – Operators

An operator is a symbol that tells the compiler to perform specific mathematical or logical manipulations.

Groovy has the following types of operators −

* Arithmetic operators
* Relational operators
* Logical operators
* Bitwise operators
* Assignment operators

## Arithmetic Operators

The Groovy language supports the normal Arithmetic operators as any the language. Following are the Arithmetic operators available in Groovy −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Addition of two operands | 1 + 2 will give 3 |
| − | Subtracts second operand from the first | 2 − 1 will give 1 |
| \* | Multiplication of both operands | 2 \* 2 will give 4 |
| / | Division of numerator by denominator | 3 / 2 will give 1.5 |
| % | Modulus Operator and remainder of after an integer/float division | 3 % 2 will give 1 |
| ++ | Incremental operators used to increment the value of an operand by 1 | int x = 5;  x++;  x will give 6 |
| -- | Incremental operators used to decrement the value of an operand by 1 | int x = 5;  x--;  x will give 4 |

The following code snippet shows how the various operators can be used.

class Example {

static void main(String[] args) {

// Initializing 3 variables

def x = 5;

def y = 10;

def z = 8;

//Performing addition of 2 operands

println(x+y);

//Subtracts second operand from the first

println(x-y);

//Multiplication of both operands

println(x\*y);

//Division of numerator by denominator

println(z/x);

//Modulus Operator and remainder of after an integer/float division

println(z%x);

//Incremental operator

println(x++);

//Decrementing operator

println(x--);

}

}

When we run the above program, we will get the following result. It can be seen that the results are as expected from the description of the operators as shown above.

15

-5

50

1.6

3

5

6

## Relational operators

Relational operators allow of the comparison of objects. Following are the relational operators available in Groovy −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Tests the equality between two objects | 2 == 2 will give true |
| != | Tests the difference between two objects | 3 != 2 will give true |
| < | Checks to see if the left objects is less than the right operand. | 2 < 3 will give true |
| <= | Checks to see if the left objects is less than or equal to the right operand. | 2 <= 3 will give true |
| > | Checks to see if the left objects is greater than the right operand. | 3 > 2 will give true |
| >= | Checks to see if the left objects is greater than or equal to the right operand. | 3 >= 2 will give true |

The following code snippet shows how the various operators can be used.

class Example {

static void main(String[] args) {

def x = 5;

def y = 10;

def z = 8;

if(x == y) {

println("x is equal to y");

} else

println("x is not equal to y");

if(z != y) {

println("z is not equal to y");

} else

println("z is equal to y");

if(z != y) {

println("z is not equal to y");

} else

println("z is equal to y");

if(z<y) {

println("z is less than y");

} else

println("z is greater than y");

if(x<=y) {

println("x is less than y");

} else

println("x is greater than y");

if(x>y) {

println("x is greater than y");

} else

println("x is less than y");

if(x>=y) {

println("x is greater or equal to y");

} else

println("x is less than y");

}

}

When we run the above program, we will get the following result. It can be seen that the results are as expected from the description of the operators as shown above.

x is not equal to y

z is not equal to y

z is not equal to y

z is less than y

x is less than y

x is less than y

x is less than y

## Logical Operators

Logical operators are used to evaluate Boolean expressions. Following are the logical operators available in Groovy −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | This is the logical “and” operator | true && true will give true |
| || | This is the logical “or” operator | true || true will give true |
| ! | This is the logical “not” operator | !false will give true |

The following code snippet shows how the various operators can be used.

class Example {

static void main(String[] args) {

boolean x = true;

boolean y = false;

boolean z = true;

println(x&&y);

println(x&&z);

println(x||z);

println(x||y);

println(!x);

}

}

When we run the above program, we will get the following result. It can be seen that the results are as expected from the description of the operators as shown above.

false

true

true

true

false

## Bitwise Operators

Groovy provides four bitwise operators. Following are the bitwise operators available in Groovy −

|  |  |
| --- | --- |
| **Sr.No** | **Operator & Description** |
| 1 | & This is the bitwise “and” operator |
| 2 | | This is the bitwise “or” operator |
| 3 | ^ This is the bitwise “xor” or Exclusive or operator |
| 4 | ~ This is the bitwise negation operator |

Here is the truth table showcasing these operators.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **p** | **q** | **p & q** | **p | q** | **p ^ q** |
| 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 1 | 1 |
| 1 | 1 | 1 | 1 | 0 |
| 1 | 0 | 0 | 1 | 1 |

The following code snippet shows how the various operators can be used.

class Example {

static void main(String[] args) {

int a = 00111100;

int b = 00001101;

int x;

println(Integer.toBinaryString(a&b));

println(Integer.toBinaryString(a|b));

println(Integer.toBinaryString(a^b));

a=~a;

println(Integer.toBinaryString(a));

}

}

When we run the above program, we will get the following result. It can be seen that the results are as expected from the description of the operators as shown above.

1001000000

1001001001000001

1001000000000001

100100100100000

## Assignment operators

The Groovy language also provides assignment operators. Following are the assignment operators available in Groovy −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| += | This adds right operand to the left operand and assigns the result to left operand. | def A = 5  A+=3  Output will be 8 |
| -= | This subtracts right operand from the left operand and assigns the result to left operand | def A = 5  A-=3  Output will be 2 |
| \*= | This multiplies right operand with the left operand and assigns the result to left operand | def A = 5  A\*=3  Output will be 15 |
| /= | This divides left operand with the right operand and assigns the result to left operand | def A = 6  A/=3  Output will be 2 |
| %= | This takes modulus using two operands and assigns the result to left operand | def A = 5  A%=3  Output will be 2 |

class Example {

static void main(String[] args) {

int x = 5;

println(x+=3);

println(x-=3);

println(x\*=3);

println(x/=3);

println(x%=3);

}

}

When we run the above program, we will get the following result. It can be seen that the results are as expected from the description of the operators as shown above.

8

5

15

5

2

## Range Operators

Groovy supports the concept of ranges and provides a notation of range operators with the help of the .. notation. A simple example of the range operator is given below.

def range = 0..5

This just defines a simple range of integers, stored into a local variable called range with a lower bound of 0 and an upper bound of 5.

The following code snippet shows how the various operators can be used.

class Example {

static void main(String[] args) {

def range = 5..10;

println(range);

println(range.get(2));

}

}

When we run the above program, we will get the following result −

From the **println** statement, you can see that the entire range of numbers which are defined in the range statement are displayed.

The get statement is used to get an object from the range defined which takes in an index value as the parameter.

[5, 6, 7, 8, 9, 10]
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## Operator Precedence

The following table lists all groovy operators in order of precedence.

|  |  |
| --- | --- |
| **Sr.No** | **Operators & Names** |
| 1 | ++ -- + - pre increment/decrement, unary plus, unary minus |
| 2 | \* / % multiply, div, modulo |
| 3 | + - addition, subtraction |
| 4 | == != <=> equals, not equals, compare to |
| 5 | & binary/bitwise and |
| 6 | ^ binary/bitwise xor |
| 7 | | binary/bitwise or |
| 8 | && logical and |
| 9 | || logical or |
| 10 | = \*\*= \*= /= %= += -= <<= >>= >>>= &= ^= |= Various assignment operators |

# Groovy – Loops

So far, we have seen statements which have been executed one after the other in a sequential manner. Additionally, statements are provided in Groovy to alter the flow of control in a program’s logic. They are then classified into flow of control statements which we will see in detail.

|  |  |
| --- | --- |
| **S.No.** | **Statements & Description** |
| 1 | while Statement: The while statement is executed by first evaluating the condition expression (a Boolean value), and if the result is true, then the statements in the while loop are executed. |
| 2 | for Statement: The for statement is used to iterate through a set of values. |
| 3 | for-in Statement: The for-in statement is used to iterate through a set of values. |

## The while Statement

The syntax of the while statement is shown below −

while(condition) {

statement #1

statement #2

...

}

The **while** statement is executed by first evaluating the condition expression (a Boolean value), and if the result is true, then the statements in the while loop are executed. The process is repeated starting from the evaluation of the condition in the while statement. This loop continues until the condition evaluates to false. When the condition becomes false, the loop terminates. The program logic then continues with the statement immediately following the while statement. The following diagram shows the diagrammatic explanation of this loop.

![While Loop](data:image/jpeg;base64,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)

Following is an example of a while loop statement −

class Example {

static void main(String[] args) {

int count = 0;

while(count<5) {

println(count);

count++;

}

}

}

In the above example, we are first initializing the value of a count integer variable to 0. Then our condition in the while loop is that we are evaluating the condition of the expression to be that count should be less than 5. Till the value of count is less than 5, we will print the value of count and then increment the value of count. The output of the above code would be −

0

1

2

3

4

## The for Statement

The **for** statement is used to iterate through a set of values. The **for** statement is generally used in the following way.

for(variable declaration;expression;Increment) {

statement #1

statement #2

…

}

The classic for statement consists of the following parts −

* **Variable declaration** − This step is executed only once for the entire loop and used to declare any variables which will be used within the loop.
* **Expression** − This will consists of an expression which will be evaluated for each iteration of the loop.
* The increment section will contain the logic needed increment the variable declared in the **for** statement.

The following diagram shows the diagrammatic explanation of this loop.
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Following is an example of the classic for statement −

class Example {

static void main(String[] args) {

for(int i = 0;i<5;i++) {

println(i);

}

}

}

In the above example, we are in our **for** loop doing three things −

* Declaring a variable **i** and Initializing the value of **i** to 0
* Putting a conditional expression that **the for** loop should execute till the value of i is less than 5.
* Increment the value of **i** by 1 for each iteration.

The output of the above code would be −

0

1

2

3

4

## The for-in Statement

The **for-in** statement is used to iterate through a set of values. The **for-in** statement is generally used in the following way.

for(variable in range) {

statement #1

statement #2

…

}

The following diagram shows the diagrammatic explanation of this loop.
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Following is an example of a for-in statement −

class Example {

static void main(String[] args) {

int[] array = [0,1,2,3];

for(int i in array) {

println(i);

}

}

}

In the above example, we are first initializing an array of integers with 4 values of 0,1,2 and 3. We are then using our for loop statement to first define a variable i which then iterates through all of the integers in the array and prints the values accordingly. The output of the above code would be −

0

1

2

3

The **for-in** statement can also be used to loop through ranges. The following example shows how this can be accomplished.

class Example {

static void main(String[] args) {

for(int i in 1..5) {

println(i);

}

}

}

In the above example, we are actually looping through a range which is defined from 1 to 5 and printing the each value in the range. The output of the above code would be −

1

2

3

4

5

The **for-in** statement can also be used to loop through Map’s. The following example shows how this can be accomplished.

class Example {

static void main(String[] args) {

def employee = ["Ken" : 21, "John" : 25, "Sally" : 22];

for(emp in employee) {

println(emp);

}

}

}

In the above example, we are actually looping through a map which has a defined set of key value entries. The output of the above code would be −

Ken = 21

John = 25

Sally = 22

## Loop Control Statements

|  |  |
| --- | --- |
| **S.No.** | **Statements & Description** |
| 1 | Break Statement:  The break statement is used to alter the flow of control inside loops and switch statements. |
| 2 | Continue Statement  The continue statement complements the break statement. Its use is restricted to while and for loops. |

## The break Statement

The **break** statement is used to alter the flow of control inside loops and switch statements. We have already seen the break statement in action in conjunction with the switch statement. The break statement can also be used with while and for statements. Executing a **break** statement with any of these looping constructs causes immediate termination of the innermost enclosing loop.

The following diagram shows the diagrammatic explanation of the **break** statement.
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Following is an example of the break statement −

class Example {

static void main(String[] args) {

int[] array = [0,1,2,3];

for(int i in array) {

println(i);

if(i == 2)

break;

}

}

}

The output of the above code would be −

0

1

2

As expected, since there is a condition put saying that if the value of **i** is 2 then break from the loop that is why the last element of the array which is 3 is not printed.

## The continue Statement

The continue statement complements the break statement. Its use is restricted to while and for loops. When a continue statement is executed, control is immediately passed to the test condition of the nearest enclosing loop to determine whether the loop should continue. All subsequent statements in the body of the loop are ignored for that particular loop iteration.

The following diagram shows the diagrammatic explanation of the continue statement −
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Following is an example of the **continue** statement −

class Example {

static void main(String[] args) {

int[] array = [0,1,2,3];

for(int i in array) {

if(i == 2)

continue;

println(i);

}

}

}

The output of the above code would be −

0

1

3

# Groovy – Decision Making

Decision-making structures require that the programmer specify one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be **true**, and optionally, other statements to be executed if the condition is determined to be **false**.

|  |  |
| --- | --- |
| **Sr.No.** | **Statements & Description** |
| 1 | if Statement  The general working of this statement is that first a condition is evaluated in the if statement. If the condition is true, it then executes the statements. |
| 2 | if/else Statement  The general working of this statement is that first a condition is evaluated in the if statement. If the condition is true it then executes the statements thereafter and stops before the else condition and exits out of the loop. If the condition is false it then executes the statements in the else statement block and then exits the loop. |
| 3 | Nested If Statement  Sometimes there is a requirement to have multiple if statement embedded inside of each other. |
| 4 | Switch Statement  Sometimes the nested if-else statement is so common and is used so often that an easier statement was designed called the switch statement. |
| 5 | Nested Switch Statement  It is also possible to have a nested set of switch statements. |

## The if Statement

The first decision making statement is the **if** statement. The general form of this statement is −

if(condition) {

statement #1

statement #2

...

}

The general working of this statement is that first a condition is evaluated in the **if** statement. If the condition is true, it then executes the statements. The following diagram shows the flow of the **if** statement.
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Following is an example of a if/else statement −

class Example {

static void main(String[] args) {

// Initializing a local variable

int a = 2

//Check for the boolean condition

if (a<100) {

//If the condition is true print the following statement

println("The value is less than 100");

}

}

}

In the above example, we are first initializing a variable to a value of 2. We are then evaluating the value of the variable and then deciding whether the **println** statement should be executed. The output of the above code would be −

The value is less than 100

## The if-else Statement

The next decision-making statement we will see is the **if/else** statement. The general form of this statement is −

if(condition) {

statement #1

statement #2

...

} else{

statement #3

statement #4

}

The general working of this statement is that first a condition is evaluated in the **if** statement. If the condition is true it then executes the statements thereafter and stops before the else condition and exits out of the loop. If the condition is false it then executes the statements in the else statement block and then exits the loop. The following diagram shows the flow of the **if** statement.
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Following is an example of a if/else statement −

class Example {

static void main(String[] args) {

// Initializing a local variable

int a = 2

//Check for the boolean condition

if (a<100) {

//If the condition is true print the following statement

println("The value is less than 100");

} else {

//If the condition is false print the following statement

println("The value is greater than 100");

}

}

}

In the above example, we are first initializing a variable to a value of 2. We are then evaluating the value of the variable and then deciding on which **println** statement should be executed. The output of the above code would be

The value is less than 100.

## The Nested if Statement

Sometimes there is a requirement to have multiple if statement embedded inside of each other.

The general form of this statement is −

if(condition) {

statement #1

statement #2

...

} else if(condition) {

statement #3

statement #4

} else {

statement #5

statement #6

}

Following is an example of a nested if/else statement −

class Example {

static void main(String[] args) {

// Initializing a local variable

int a = 12

//Check for the boolean condition

if (a>100) {

//If the condition is true print the following statement

println("The value is less than 100");

} else

// Check if the value of a is greater than 5

if (a>5) {

//If the condition is true print the following statement

println("The value is greater than 5 and greater than 100");

} else {

//If the condition is false print the following statement

println("The value of a is less than 5");

}

}

}

In the above example, we are first initializing a variable to a value of 12. In the first **if** statement, we are seeing if the value of **a** is greater than 100. If not, then we enter our second for loop to see if the value of **a** is greater than 5 or less than 5. The output of the above code would be −

The value is greater than 5 and greater than 100

## The switch Statement

Sometimes the nested if-else statement is so common and is used so often that an easier statement was designed called the **switch** statement.

switch(expression) {

case expression #1:

statement #1

...

case expression #2:

statement #2

...

case expression #N:

statement #N

...

default:

statement #Default

...

}

The general working of this statement is as follows −

* The expression to be evaluated is placed in the switch statement.
* There will be multiple case expressions defined to decide which set of statements should be executed based on the evaluation of the expression.
* A **break** statement is added to each case section of statements at the end. This is to ensure that the loop is exited as soon as the relevant set of statements gets executed.
* There is also a **default case** statement which gets executed if none of the prior case expressions evaluate to true.

The following diagram shows the flow of the **switch-case** statement.
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Following is an example of the switch statement −

class Example {

static void main(String[] args) {

//initializing a local variable

int a = 2

//Evaluating the expression value

switch(a) {

//There is case statement defined for 4 cases

// Each case statement section has a break condition to exit the loop

case 1:

println("The value of a is One");

break;

case 2:

println("The value of a is Two");

break;

case 3:

println("The value of a is Three");

break;

case 4:

println("The value of a is Four");

break;

default:

println("The value is unknown");

break;

}

}

}

In the above example, we are first initializing a variable to a value of 2. We then have a switch statement which evaluates the value of the variable a. Based on the value of the variable it will execute the relevant case set of statements. The output of the above code would be −

The value of a is Two

## The Nested switch Statement

It is also possible to have a nested set of **switch** statements.

Following is an example of the nested switch statement −

class Example {

static void main(String[] args) {

//Initializing 2 variables i and j

int i = 0;

int j = 1;

// First evaluating the value of variable i

switch(i) {

case 0:

// Next evaluating the value of variable j

switch(j) {

case 0:

println("i is 0, j is 0");

break;

case 1:

println("i is 0, j is 1");

break;

// The default condition for the inner switch statement

default:

println("nested default case!!");

}

break;

// The default condition for the outer switch statement

default:

println("No matching case found!!");

}

}

}

In the above example, we are first initializing a variable to the a to a value of 2. We then have a **switch** statement which evaluates the value of the variable **a**. Based on the value of the variable it will execute the relevant case set of statements. The output of the above code would be −

i is 0, j is 1

# Groovy – Methods

A method is in Groovy is defined with a return type or with the **def** keyword. Methods can receive any number of arguments. It’s not necessary that the types are explicitly defined when defining the arguments. Modifiers such as public, private and protected can be added. By default, if no visibility modifier is provided, the method is public.

The simplest type of a method is one with no parameters as the one shown below −

def methodName() {

//Method code

}

Following is an example of simple method

class Example {

static def DisplayName() {

println("This is how methods work in groovy");

println("This is an example of a simple method");

}

static void main(String[] args) {

DisplayName();

}

}

In the above example, DisplayName is a simple method which consists of two println statements which are used to output some text to the console. In our static main method, we are just calling the DisplayName method. The output of the above method would be −

This is how methods work in groovy

This is an example of a simple method

## Method Parameters

A method is more generally useful if its behavior is determined by the value of one or more parameters. We can transfer values to the called method using method parameters. Note that the parameter names must differ from each other.

The simplest type of a method with parameters as the one shown below −

def methodName(parameter1, parameter2, parameter3) {

// Method code goes here

}

Following is an example of simple method with parameters

class Example {

static void sum(int a,int b) {

int c = a+b;

println(c);

}

static void main(String[] args) {

sum(10,5);

}

}

In this example, we are creating a sum method with 2 parameters, **a** and **b**. Both parameters are of type **int**. We are then calling the sum method from our main method and passing the values to the variables **a** and **b**.

The output of the above method would be the value 15.

## Default Parameters

There is also a provision in Groovy to specify default values for parameters within methods. If no values are passed to the method for the parameters, the default ones are used. If both nondefault and default parameters are used, then it has to be noted that the default parameters should be defined at the end of the parameter list.

Following is an example of simple method with parameters −

def someMethod(parameter1, parameter2 = 0, parameter3 = 0) {

// Method code goes here

}

Let’s look at the same example we looked at before for the addition of two numbers and create a method which has one default and another non-default parameter −

class Example {

static void sum(int a,int b = 5) {

int c = a+b;

println(c);

}

static void main(String[] args) {

sum(6);

}

}

In this example, we are creating a sum method with two parameters, **a** and **b**. Both parameters are of type int. The difference between this example and the previous example is that in this case we are specifying a default value for **b** as 5. So when we call the sum method from our main method, we have the option of just passing one value which is 6 and this will be assigned to the parameter **a** within the **sum** method.

The output of the above method would be the value 11.

class Example {

static void sum(int a,int b = 5) {

int c = a+b;

println(c);

}

static void main(String[] args) {

sum(6,6);

}

}

We can also call the sum method by passing 2 values, in our example above we are passing 2 values of 6. The second value of 6 will actually replace the default value which is assigned to the parameter **b**.

The output of the above method would be the value 12.

## Method Return Values

Methods can also return values back to the calling program. This is required in modern-day programming language wherein a method does some sort of computation and then returns the desired value to the calling method.

Following is an example of simple method with a return value.

class Example {

static int sum(int a,int b = 5) {

int c = a+b;

return c;

}

static void main(String[] args) {

println(sum(6));

}

}

In our above example, note that this time we are specifying a return type for our method sum which is of the type int. In the method we are using the return statement to send the sum value to the calling main program. Since the value of the method is now available to the main method, we are using the **println** function to display the value in the console.

The output of the above method would be the value 11.

## Instance methods

Methods are normally implemented inside classes within Groovy just like the Java language. A class is nothing but a blueprint or a template for creating different objects which defines its properties and behaviors. The class objects exhibit the properties and behaviors defined by its class. So the behaviors are defined by creating methods inside of the class.

We will see classes in more detail in a later chapter but following is an example of a method implementation in a class. In our previous examples we defined our method as static methods which meant that we could access those methods directly from the class. The next example of methods is instance methods wherein the methods are accessed by creating objects of the class. Again we will see classes in a later chapter, for now we will demonstrate how to use methods.

Following is an example of how methods can be implemented.

class Example {

int x;

public int getX() {

return x;

}

public void setX(int pX) {

x = pX;

}

static void main(String[] args) {

Example ex = new Example();

ex.setX(100);

println(ex.getX());

}

}

In our above example, note that this time we are specifying no static attribute for our class methods. In our main function we are actually creating an instance of the Example class and then invoking the method of the ‘ex’ object.

The output of the above method would be the value 100.

## Local and External Parameter Names

Groovy provides the facility just like java to have local and global parameters. In the following example, **lx** is a local parameter which has a scope only within the function of **getX()** and **x** is a global property which can be accessed inside the entire Example class. If we try to access the variable **lx** outside of the **getX()** function, we will get an error.

class Example {

static int x = 100;

public static int getX() {

int lx = 200;

println(lx);

return x;

}

static void main(String[] args) {

println(getX());

}

}

When we run the above program, we will get the following result.

200

100

## this method for Properties

Just like in Java, groovy can access its instance members using the **this** keyword. The following example shows how when we use the statement **this.x**, it refers to its instance and sets the value of **x** accordingly.

class Example {

int x = 100;

public int getX() {

this.x = 200;

return x;

}

static void main(String[] args) {

Example ex = new Example();

println(ex.getX());

}

}

When we run the above program, we will get the result of 200 printed on the console.

# Groovy – File I/O

Groovy provides a number of helper methods when working with I/O. Groovy provides easier classes to provide the following functionalities for files.

* Reading files
* Writing to files
* Traversing file trees
* Reading and writing data objects to files

In addition to this, you can always use the normal Java classes listed below for File I/O operations.

* java.io.File
* java.io.InputStream
* java.io.OutputStream
* java.io.Reader
* java.io.Writer

## Reading files

The following example will output all the lines of a text file in Groovy. The method **eachLine** is in-built in the File class in Groovy for the purpose of ensuring that each line of the text file is read.

import java.io.File

class Example {

static void main(String[] args) {

new File("E:/Example.txt").eachLine {

line -> println "line : $line";

}

}

}

The File class is used to instantiate a new object which takes the file name as the parameter. It then takes the function of eachLine, puts it to a variable called line and prints it accordingly.

If the file contains the following lines, they will be printed.

line : Example1

line : Example2

## Reading the Contents of a File as an Entire String

If you want to get the entire contents of the file as a string, you can use the text property of the file class. The following example shows how this can be done.

class Example {

static void main(String[] args) {

File file = new File("E:/Example.txt")

println file.text

}

}

If the file contains the following lines, they will be printed.

line : Example1

line : Example2

## Writing to Files

If you want to write to files, you need to use the writer class to output text to a file. The following example shows how this can be done.

import java.io.File

class Example {

static void main(String[] args) {

new File('E:/','Example.txt').withWriter('utf-8') {

writer -> writer.writeLine 'Hello World'

}

}

}

If you open the file Example.txt, you will see the words “Hello World” printed to the file.

## Getting the Size of a File

If you want to get the size of the file one can use the length property of the file class to get the size of the file. The following example shows how this can be done.

class Example {

static void main(String[] args) {

File file = new File("E:/Example.txt")

println "The file ${file.absolutePath} has ${file.length()} bytes"

}

}

The above code would show the size of the file in bytes.

## Testing if a File is a Directory

If you want to see if a path is a file or a directory, one can use the **isFile** and **isDirectory** option of the File class. The following example shows how this can be done.

class Example {

static void main(String[] args) {

def file = new File('E:/')

println "File? ${file.isFile()}"

println "Directory? ${file.isDirectory()}"

}

}

The above code would show the following output −

File? false

Directory? True

## Creating a Directory

If you want to create a new directory you can use the **mkdir** function of the File class. The following example shows how this can be done.

class Example {

static void main(String[] args) {

def file = new File('E:/Directory')

file.mkdir()

}

}

The directory E:\Directory will be created if it does not exist.

## Deleting a File

If you want to delete a file you can use the delete function of the File class. The following example shows how this can be done.

class Example {

static void main(String[] args) {

def file = new File('E:/Example.txt')

file.delete()

}

}

The file will be deleted if it exists.

## Copying files

Groovy also provides the functionality to copy the contents from one file to another. The following example shows how this can be done.

class Example {

static void main(String[] args) {

def src = new File("E:/Example.txt")

def dst = new File("E:/Example1.txt")

dst << src.text

}

}

The file Example1.txt will be created and all of the contents of the file Example.txt will be copied to this file.

## Getting Directory Contents

Groovy also provides the functionality to list the drives and files in a drive.

The following example shows how the drives on a machine can be displayed by using the **listRoots** function of the File class.

class Example {

static void main(String[] args) {

def rootFiles = new File("test").listRoots()

rootFiles.each {

file -> println file.absolutePath

}

}

}

Depending on the drives available on your machine, the output could vary. On a standard machine the output would be similar to the following one −

C:\

D:\

The following example shows how to list the files in a particular directory by using the **eachFile** function of the File class.

class Example {

static void main(String[] args) {

new File("E:/Temp").eachFile() {

file->println file.getAbsolutePath()

}

}

}

The output would display all of the files in the directory E:\Temp

If you want to recursively display all of files in a directory and its subdirectories, then you would use the **eachFileRecurse** function of the File class. The following example shows how this can be done.

class Example {

static void main(String[] args) {

new File("E:/temp").eachFileRecurse() {

file -> println file.getAbsolutePath()

}

}

}

The output would display all of the files in the directory E:\Temp and in its subdirectories if they exist.

# Groovy – Optionals

Groovy is an “optionally” typed language, and that distinction is an important one when understanding the fundamentals of the language. When compared to Java, which is a “strongly” typed language, whereby the compiler knows all of the types for every variable and can understand and honor contracts at compile time. This means that method calls are able to be determined at compile time.

When writing code in Groovy, developers are given the flexibility to provide a type or not. This can offer some simplicity in implementation and, when leveraged properly, can service your application in a robust and dynamic way.

In Groovy, optional typing is done via the ‘def’ keyword. Following is an example of the usage of the **def** method −

class Example {

static void main(String[] args) {

// Example of an Integer using def

def a = 100;

println(a);

// Example of an float using def

def b = 100.10;

println(b);

// Example of an Double using def

def c = 100.101;

println(c);

// Example of an String using def

def d = "HelloWorld";

println(d);

}

}

From the above program, we can see that we have not declared the individual variables as Integer, float, double, or string even though they contain these types of values.

When we run the above program, we will get the following result −

100

100.10

100.101

HelloWorld

Optional typing can be a powerful utility during development but can lead to problems in maintainability during the later stages of development when the code becomes too vast and complex.

To get a handle on how you can utilize optional typing in Groovy without getting your codebase into an unmaintainable mess, it is best to embrace the philosophy of “duck typing” in your applications.

The name comes from the phrase "If it looks like a duck and quacks like a duck, it's a duck".

If we re-write the above code using duck typing, it would look like the one given below. The variable names are given names which resemble more often than not the type they represent which makes the code more understandable.

class Example {

static void main(String[] args) {

// Example of an Integer using def

def aint = 100;

println(aint);

// Example of an float using def

def bfloat = 100.10;

println(bfloat);

// Example of an Double using def

def cDouble = 100.101;

println(cDouble);

// Example of an String using def

def dString = "HelloWorld";

println(dString);

}

}

# Groovy – Numbers

In Groovy, Numbers are actually represented as object’s, all of them being an instance of the class Integer. To make an object do something, we need to invoke one of the methods declared in its class.

Groovy supports integer and floating point numbers.

* An integer is a value that does not include a fraction.
* A floating-point number is a decimal value that includes a decimal fraction.

An Example of numbers in Groovy is shown below −

Integer x = 5;

Float y = 1.25;

Where **x** is of the type Integer and **y** is the float.

The reason why numbers in groovy are defined as objects is generally because there are requirements to perform operations on numbers. The concept of providing a class over primitive types is known as wrapper classes.

By default, the following wrapper classes are provided in Groovy.
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The object of the wrapper class contains or wraps its respective primitive data type. The process of converting a primitive data types into object is called boxing, and this is taken care by the compiler. The process of converting the object back to its corresponding primitive type is called unboxing.

**Example**

Following is an example of boxing and unboxing −

class Example {

static void main(String[] args) {

Integer x = 5,y = 10,z = 0;

// The the values of 5,10 and 0 are boxed into Integer types

// The values of x and y are unboxed and the addition is performed

z = x+y;

println(z);

}

}

The output of the above program would be 15. In the above example, the values of 5, 10, and 0 are first boxed into the Integer variables x, y and z accordingly. And then the when the addition of x and y is performed the values are unboxed from their Integer types.

## Some Number Methods

Since the Numbers in Groovy are represented as classes, following are the list of some methods available:

### xxxValue()

This method takes on the Number as the parameter and returns a primitive type based on the method which is invoked. Following are the list of methods available −

byte byteValue()

short shortValue()

int intValue()

long longValue()

float floatValue()

double doubleValue()

**Parameters** − No parameters required.

**Return Value** − The return value is the primitive type returned depending on the value function which is called.

Following is an example of the usage of the method values.

class Example {

static void main(String[] args) {

Integer x = 5;

// Converting the number to double primitive type

println(x.doubleValue());

// Converting the number to byte primitive type

println(x.byteValue());

// Converting the number to float primitive type

println(x.floatValue());

// Converting the number to long primitive type

println(x.longValue());

// Converting the number to short primitive type

println(x.shortValue());

// Converting the number to int primitive type

println(x.intValue());

}

}

When we run the above program, we will get the following result −

5.0

5

5.0

5

5

5

### compareTo()

The compareTo method is to use compare one number against another. This is useful if you want to compare the value of numbers.

**Syntax**

public int compareTo( NumberSubClass referenceName )

**Parameters**

referenceName - This could be a Byte, Double, Integer, Float, Long or Short.

**Return Value**

* If the Integer is equal to the argument then 0 is returned.
* If the Integer is less than the argument then -1 is returned.
* If the Integer is greater than the argument then 1 is returned.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

Integer x = 5;

//Comparison against a Integer of lower value

System.out.println(x.compareTo(3));

//Comparison against a Integer of equal value

System.out.println(x.compareTo(5));

//Comparison against a Integer of higher value

System.out.println(x.compareTo(8));

}

}

When we run the above program, we will get the following result −

1

0

-1

### equals()

The method determines whether the Number object that invokes the method is equal to the object that is passed as argument.

**Syntax**

public boolean equals(Object o)

**Parameters**

* o - Any object.

**Return Value**

The method returns True if the argument is not null and is an object of the same type and with the same numeric value.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

Integer x = 5;

Integer y = 10;

Integer z = 5;

//Comparison against an Integer of different value

System.out.println(x.equals(y));

//Comparison against an Integer of same value

System.out.println(x.equals(z));

}

}

When we run the above program, we will get the following result −

false

true

### toString()

The method is used to get a String object representing the value of the Number Object.

If the method takes a primitive data type as an argument, then the String object representing the primitive data type value is returned.

If the method takes two arguments, then a String representation of the first argument in the radix specified by the second argument will be returned.

**Syntax**

* String toString()
* static String toString(int i)

**Parameters**

* i − An int for which string representation would be returned.

**Return Value**

* toString() − This returns a String object representing the value of this Integer.
* toString(int i) − This returns a String object representing the specified integer.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

Integer x = 5;

System.out.println(x.toString());

System.out.println(Integer.toString(12));

}

}

When we run the above program, we will get the following result −

5

12

### parseInt()

This method is used to get the primitive data type of a certain String. parseXxx() is a static method and can have one argument or two.

**Syntax**

static int parseInt(String s)

static int parseInt(String s, int radix)

**Parameters**

* **s** − This is a string representation of decimal.
* **radix** − This would be used to convert String s into integer.

**Return Value**

* **parseInt(String s)** − This returns an integer (decimal only).
* **parseInt(int i)** − This returns an integer, given a string representation of decimal, binary, octal, or hexadecimal (radix equals 10, 2, 8, or 16 respectively) numbers as input.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

int x = Integer.parseInt("9");

double y = Double.parseDouble("5");

System.out.println(x);

System.out.println(y);

}

}

When we run the above program, we will get the following result −

9

5.0

### random()

The method is used to generate a random number between 0.0 and 1.0 (excluding 0 and 1). The range is: 0.0 =< Math.random < 1.0. Different ranges can be achieved by using arithmetic.

**Syntax**

static double random()

**Parameters**

This is a default method and accepts no parameter.

**Return Value**

This method returns a double.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

System.out.println( Math.random() );

System.out.println( Math.random() );

}

}

When we run the above program, we will get the following result −

0.0543333676591804

0.3223824169137166

### Other Examples of using the Random class

Random rnd = new Random()

println(rnd.next(2)) // 2 bits of random number that is, one of the following: 0,1,2,3

println(rnd.nextInt(3)) // random integer in the range of 0, 3 (so one of 0,1, 2)

In the next example we have a list of one-letter strings and we would like to pick one of the elements randomly. So we need an integer between 0 and the size of the array.

We run it in a loop so we can see more values picked.

def z = ["a", "b", "c", "d", "e"]

Random rnd = new Random()

for (i=0; i < 10; i++) {

println(z[rnd.nextInt(z.size)])

}

### Other Number Methods

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| valueOf() | abs() | round() | max() | min() |

# Groovy – Strings

A String literal is constructed in Groovy by enclosing the string text in quotations.

Groovy offers a variety of ways to denote a String literal. Strings in Groovy can be enclosed in single quotes (’), double quotes (“), or triple quotes (“””). Further, a Groovy String enclosed by triple quotes may span multiple lines.

Following is an example of the usage of strings in Groovy −

class Example {

static void main(String[] args) {

String a = 'Hello Single';

String b = "Hello Double";

String c = "'Hello Triple" + "Multiple lines'";

println(a);

println(b);

println(c);

}

}

When we run the above program, we will get the following result −

Hello Single

Hello Double

'Hello TripleMultiple lines'

## String Indexing

Strings in Groovy are an ordered sequences of characters. The individual character in a string can be accessed by its position. This is given by an index position.

String indices start at zero and end at one less than the length of the string. Groovy also permits negative indices to count back from the end of the string.

Following is an example of the usage of string indexing in Groovy −

class Example {

static void main(String[] args) {

String sample = "Hello world";

println(sample[4]); // Print the 5 character in the string

//Print the 1st character in the string starting from the back

println(sample[-1]);

println(sample[1..2]);//Prints a string starting from Index 1 to 2

println(sample[4..2]);//Prints a string starting from Index 4 back to 2

}

}

When we run the above program, we will get the following result −

o

d

el

oll

## Basic String Operations

### Concatenation of Two Strings

The concatenation of strings can be done by the simple ‘+’ operator.

String+String

**Parameters** − The parameters will be 2 strings as the left and right operand for the + operator.

**Return Value** − The return value is a string

Following is an example of the string concatenation in Groovy.

class Example {

static void main(String[] args) {

String a = "Hello";

String b = "World";

println("Hello" + "World");

println(a + b);

}

}

When we run the above program, we will get the following result −

HelloWorld

HelloWorld

### String Repetition

The repetition of strings can be done by the simple ‘\*’ operator.

String\*number

**Parameters**

The parameters will be

* A string as the left operand for the \* operator
* A number at the right side of the operator to indicate the number of times the strings needs to be repeated.

**Return Value**

The return value is a string.

Following is an example of the usage of strings in Groovy −

class Example {

static void main(String[] args) {

String a = "Hello";

println("Hello"\*3);

println(a\*3);

}

}

When we run the above program, we will get the following result −

HelloHelloHello

HelloHelloHello

### String Length

**Syntax** − The length of the string determined by the length() method of the string.

**Parameters** − No parameters.

**Return Value** − An Integer showing the length of the string.

Following is an example of the usage of strings in Groovy −

class Example {

static void main(String[] args) {

String a = "Hello";

println(a.length());

}

}

When we run the above program, we will get the following result −

5

## Other String Methods

|  |  |
| --- | --- |
| **S.No.** | **Methods & Description** |
| 1 | [center()](https://www.tutorialspoint.com/groovy/groovy_center.htm)  Returns a new String of length numberOfChars consisting of the recipient padded on the left and right with space characters. |
| 2 | [compareToIgnoreCase()](https://www.tutorialspoint.com/groovy/groovy_comparetoignorecase.htm)  Compares two strings lexicographically, ignoring case differences. |
| 3 | [concat()](https://www.tutorialspoint.com/groovy/groovy_concat.htm)  Concatenates the specified String to the end of this String. |
| 4 | [eachMatch()](https://www.tutorialspoint.com/groovy/groovy_eachmatch.htm)  Processes each regex group (see next section) matched substring of the given String. |
| 5 | [endsWith()](https://www.tutorialspoint.com/groovy/groovy_endswith.htm)  Tests whether this string ends with the specified suffix. |
| 6 | [equalsIgnoreCase()](https://www.tutorialspoint.com/groovy/groovy_equalsignorecase.htm)  Compares this String to another String, ignoring case considerations. |
| 7 | [getAt()](https://www.tutorialspoint.com/groovy/groovy_getat.htm)  It returns string value at the index position |
| 8 | [indexOf()](https://www.tutorialspoint.com/groovy/groovy_indexof.htm)  Returns the index within this String of the first occurrence of the specified substring. |
| 9 | [matches()](https://www.tutorialspoint.com/groovy/groovy_matches.htm)  It outputs whether a String matches the given regular expression. |
| 10 | [minus()](https://www.tutorialspoint.com/groovy/groovy_minus.htm)  Removes the value part of the String. |
| 11 | [next()](https://www.tutorialspoint.com/groovy/groovy_next.htm)  This method is called by the ++ operator for the class String. It increments the last character in the given String. |
| 12 | [padLeft()](https://www.tutorialspoint.com/groovy/groovy_padleft.htm)  Pad the String with the spaces appended to the left. |
| 13 | [padRight()](https://www.tutorialspoint.com/groovy/groovy_padright.htm)  Pad the String with the spaces appended to the right. |
| 14 | [plus()](https://www.tutorialspoint.com/groovy/groovy_plus.htm)  Appends a String |
| 15 | [previous()](https://www.tutorialspoint.com/groovy/groovy_previous.htm)  This method is called by the -- operator for the CharSequence. |
| 16 | [replaceAll()](https://www.tutorialspoint.com/groovy/groovy_replaceall.htm)  Replaces all occurrences of a captured group by the result of a closure on that text. |
| 17 | [reverse()](https://www.tutorialspoint.com/groovy/groovy_strings_reverse.htm)  Creates a new String which is the reverse of this String. |
| 18 | [split()](https://www.tutorialspoint.com/groovy/groovy_split.htm)  Splits this String around matches of the given regular expression. |
| 19 | [subString()](https://www.tutorialspoint.com/groovy/groovy_substring.htm)  Returns a new String that is a substring of this String. |
| 20 | [toUpperCase()](https://www.tutorialspoint.com/groovy/groovy_touppercase.htm)  Converts all of the characters in this String to upper case. |
| 21 | [toLowerCase()](https://www.tutorialspoint.com/groovy/groovy_tolowercase.htm)  Converts all of the characters in this String to lower case. |

# Groovy – Ranges

A range is shorthand for specifying a sequence of values. A Range is denoted by the first and last values in the sequence, and Range can be inclusive or exclusive. An inclusive Range includes all the values from the first to the last, while an exclusive Range includes all values except the last. Here are some examples of Range literals −

* 1..10 - An example of an inclusive Range
* 1..<10 - An example of an exclusive Range
* ‘a’..’x’ – Ranges can also consist of characters
* 10..1 – Ranges can also be in descending order
* ‘x’..’a’ – Ranges can also consist of characters and be in descending order.

Following are the various methods available for ranges.

## contains()

Checks if a range contains a specific value.

**Syntax**

boolean contains(Object obj)

**Parameters**

**Obj** − The value to check in the range list.

**Return Value**

Returns true if this Range contains the specified element.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

// Example of an Integer using def

def rint = 1..10;

println(rint.contains(2));

println(rint.contains(11));

}

}

When we run the above program, we will get the following result −

true

false

## get()

Returns the element at the specified position in this Range.

**Syntax**

Object get(int index)

**Parameters**

Index – The index value to get from the range.

**Return Value**

The range value at the particular index.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

// Example of an Integer using def

def rint = 1..10;

println(rint.get(2));

println(rint.get(4));

}

}

When we run the above program, we will get the following result −

3

5

## getFrom()

Get the lower value of this Range.

**Syntax**

Comparable getFrom()

**Parameters**

None

**Return Value**

The lower value of the range.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

// Example of an Integer using def

def rint = 1..10;

println(rint.getFrom());

}

}

When we run the above program, we will get the following result −

1

## getTo()

Get the upper value of this Range.

**Syntax**

Comparable getTo()

**Parameters**

None

**Return Value**

The upper value of the range.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

// Example of an Integer using def

def rint = 1..10;

println(rint.getTo());

}

}

When we run the above program, we will get the following result −

10

## isReverse()

Is this a reversed Range, iterating backwards?

**Syntax**

boolean isReverse()

**Parameters**

None

**Return Value**

Boolean value of true or false on whether the range is reversed.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

// Example of an Integer using def

def rint = 1..10;

println(rint.isReverse());

}

}

When we run the above program, we will get the following result −

false

## size()

Returns the number of elements in this Range.

**Syntax**

int size()

**Parameters**

None

**Return Value**

Returns the size of the range.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

// Example of an Integer using def

def rint = 1..10;

println(rint.size());

}

}

When we run the above program, we will get the following result −

10

## subList()

Returns a view of the portion of this Range between the specified fromIndex, inclusive, and toIndex, exclusive

**Syntax**

List subList(int fromIndex, int toIndex)

**Parameters**

* fromIndex – Starting index of the range
* toIndex – End Index of the range

**Return Value**

The list of range values from specified starting to ending index.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def rint = 1..10;

println(rint.subList(1,4));

println(rint.subList(4,8));

}

}

When we run the above program, we will get the following result −

[2, 3, 4]

[5, 6, 7, 8]

# Groovy – Lists

The List is a structure used to store a collection of data items. In Groovy, the List holds a sequence of object references. Object references in a List occupy a position in the sequence and are distinguished by an integer index. A List literal is presented as a series of objects separated by commas and enclosed in square brackets.

To process the data in a list, we must be able to access individual elements. Groovy Lists are indexed using the indexing operator []. List indices start at zero, which refers to the first element.

Following are some example of lists −

* [11, 12, 13, 14] – A list of integer values
* [‘Angular’, ‘Groovy’, ‘Java’] – A list of Strings
* [1, 2, [3, 4], 5] – A nested list
* [‘Groovy’, 21, 2.11] – A heterogeneous list of object references
* [ ] – An empty list

## Iterate a List

def lst = ['foo', 'bar', 'baz']

// using implicit argument

lst.each { println it }

// using explicit argument

lst.each { val -> println val }

## Iterate with index[#](https://riptutorial.com/groovy/example/18003/iterate-over-a-collection#undefined)

def lst = ['foo', 'bar', 'baz']

// explicit arguments are required

lst.eachWithIndex { val, idx -> println "$val in position $idx" }​​​​​​​​​​​​​​

// prints:

// foo in position 0

// bar in position 1

// baz in position 2

## add()

Append the new value to the end of this List. This method has 2 different variants.

* **boolean add(Object value)** − Append the new value to the end of this List.

**Syntax**

boolean add(Object value)

**Parameters**

* value – Value to be appended to the list.

**Return Value − A Boolean value on whether the value was added.**

* **void add(int index, Object value)** − Append the new value to a particular position in the List.

**Syntax**

void add(int index, Object value)

**Parameters**

* value – Value to be appended to the list.
* Index – the index where the value needs to be added.

**Return Value − None**

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

println(lst);

lst.add(15);

println(lst);

lst.add(2,20);

println(lst);

}

}

When we run the above program, we will get the following result −

[11, 12, 13, 14]

[11, 12, 13, 14, 15]

[11, 12, 20, 13, 14, 15]

## contains()

Returns true if this List contains the specified value.

**Syntax**

boolean contains(Object value)

**Parameters**

**Value** − The value to find in the list.

**Return Value**

True or false depending on if the value is present in the list.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

println(lst.contains(12));

println(lst.contains(18));

}

}

When we run the above program, we will get the following result −

true

false

## get()

Returns the element at the specified position in this List.

**Syntax**

Object get(int index)

**Parameters**

Index – The index at which the value needs to be returned.

**Return Value**

The value at the index position in the list.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

println(lst.get(0));

println(lst.get(2));

}

}

When we run the above program, we will get the following result −

11

13

## isEmpty()

Returns true if this List contains no elements.

**Syntax**

boolean isEmpty()

**Parameters**

None

**Return Value**

True or false depending on whether the list is empty or not.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

def emptylst = [];

println(lst.isEmpty());

println(emptylst.isEmpty());

}

}

When we run the above program, we will get the following result −

false

true

## minus()

Creates a new List composed of the elements of the original without those specified in the collection.

**Syntax**

List minus(Collection collection)

**Parameters**

Collection – The collection of values to minus from the list.

**Return Value**

New list of values.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

def newlst = [];

newlst = lst.minus([12,13]);

println(newlst);

}

}

When we run the above program, we will get the following result −

[11, 14]

## plus()

Creates a new List composed of the elements of the original together with those specified in the collection.

**Syntax**

List plus(Collection collection)

**Parameters**

Collection – The collection of values to add to the list.

**Return Value**

New list of values.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

def newlst = [];

newlst = lst.plus([15,16]);

println(newlst);

}

}

When we run the above program, we will get the following result −

[11, 12, 13, 14, 15, 16]

## pop()

Removes the last item from this List.

**Syntax**

Object pop()

**Parameters**

None

**Return Value**

The popped value from the list.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

println(lst.pop());

println(lst);

}

}

When we run the above program, we will get the following result −

14

[11, 12, 13]

## remove()

Removes the element at the specified position in this List.

**Syntax**

Object remove(int index)

**Parameters**

Index – Index at which the value needs to be removed.

**Return Value**

The removed value.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

println(lst.remove(2));

println(lst);

}

}

When we run the above program, we will get the following result −

13

[11, 12, 14]

## reverse()

Create a new List that is the reverse the elements of the original List.

**Syntax**

List reverse()

**Parameters**

None

**Return Value**

The reversed list.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

def revlst = lst.reverse();

println(revlst);

}

}

When we run the above program, we will get the following result −

[14, 13, 12, 11]

## size()

Obtains the number of elements in this List.

**Syntax**

int size()

**Parameters**

None

**Return Value**

The size of the list.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

println(lst.size);

}

}

When we run the above program, we will get the following result −

4

## sort()

Returns a sorted copy of the original List.

**Syntax**

List sort()

**Parameters**

None

**Return Value**

The sorted list.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def lst = [13, 12, 15, 14];

def newlst = lst.sort();

println(newlst);

}

}

When we run the above program, we will get the following result −

[12, 13, 14, 15]

# Groovy – Maps

A Map (also known as an associative array, dictionary, table, and hash) is an unordered collection of object references. The elements in a Map collection are accessed by a key value. The keys used in a Map can be of any class. When we insert into a Map collection, two values are required: the key and the value.

Following are some examples of maps −

* [‘TopicName’ : ‘Lists’, ‘Author’ : ‘Raghav’] – Collections of key value pairs which has TopicName as the key and their respective values.
* [ : ] – An Empty map.

## Iterate a Map

def map = [foo: 'FOO', bar: 'BAR', baz: 'BAZ']

// using implicit argument

map.each { println "key: ${it.key}, value: ${it.value}"}

// using explicit arguments

map.each { k, v -> println "key: $k, value: $v"}

## containsKey()

Does this Map contain this key?

**Syntax**

boolean containsKey(Object key)

**Parameters**

**Key** − The key used to search for.

**Return Value**

True or false depending on whether the key value is there or not.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def mp = ["TopicName" : "Maps", "TopicDescription" : "Methods in Maps"]

println(mp.containsKey("TopicName"));

println(mp.containsKey("Topic"));

}

}

When we run the above program, we will get the following result −

true

false

## get()

Look up the key in this Map and return the corresponding value. If there is no entry in this Map for the key, then return null.

**Syntax**

Object get(Object key)

**Parameters**

**Key** − Key to search for retrieval.

**Return Value**

The key-value pair or NULL if it does not exist.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def mp = ["TopicName" : "Maps", "TopicDescription" : "Methods in Maps"]

println(mp.get("TopicName"));

println(mp.get("Topic"));

}

}

When we run the above program, we will get the following result −

Maps

Null

## keyset()

Obtain a Set of the keys in this Map.

**Syntax**

Set keySet()

**Parameters**

None.

**Return Value**

Set of Keys.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def mp = ["TopicName" : "Maps", "TopicDescription" : "Methods in Maps"]

println(mp.keySet());

}

}

When we run the above program, we will get the following result −

[TopicName, TopicDescription]

## values()

Returns a collection view of the values contained in this Map.

**Syntax**

Collection values()

**Parameters**

None.

**Return Value**

Collection of values.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def mp = ["TopicName" : "Maps", "TopicDescription" : "Methods in Maps"]

println(mp.values());

}

}

When we run the above program, we will get the following result −

[Maps, Methods in Maps]

## put()

Associates the specified value with the specified key in this Map. If this Map previously contained a mapping for this key, the old value is replaced by the specified value.

**Syntax**

Object put(Object key, Object value)

**Parameters**

* Key – The key to be put in the map
* Value – The associated value for the key

**Return Value**

The returned key-value pair which is inserted.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def mp = ["TopicName" : "Maps", "TopicDescription" : "Methods in Maps"]

mp.put("TopicID","1");

println(mp);

}

}

When we run the above program, we will get the following result −

[TopicName:Maps, TopicDescription:Methods in Maps, TopicID:1]

## size()

Returns the number of key-value mappings in this Map.

**Syntax**

int size()

**Parameters**

None.

**Return Value**

The size of the map.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

def mp = ["TopicName" : "Maps", "TopicDescription" : "Methods in Maps"]

println(mp.size());

mp.put("TopicID","1");

println(mp.size());

}

}

When we run the above program, we will get the following result −

2

3

# Groovy – Dates and Times

The class Date represents a specific instant in time, with millisecond precision. The Date class has two constructors as shown below.

## Date()

**Syntax**

public Date()

**Parameters** − None.

**Return Value**

Allocates a Date object and initializes it so that it represents the time at which it was allocated, measured to the nearest millisecond.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

Date date = new Date();

// display time and date using toString()

System.out.println(date.toString());

}

}

When we run the above program, we will get the following result. The following output will give you the current date and time −

Thu Dec 10 21:31:15 GST 2015

## Date (long millisec)

**Syntax**

public Date(long millisec)

**Parameters**

Millisec – The number of millisecconds to specify since the standard base time.

**Return Value**

Allocates a **Date** object and initializes it to represent the specified number of milliseconds since the standard base time known as "the epoch", namely January 1, 1970, 00:00:00 GMT.

Following is an example of the usage of this method −

class Example {

static void main(String[] args) {

Date date = new Date(100);

// display time and date using toString()

System.out.println(date.toString());

}

}

When we run the above program, we will get the following result −

Thu Jan 01 04:00:00 GST 1970

Following are the given methods of the Date class. In all methods of class Date that accept or return year, month, date, hours, minutes, and seconds values, the following representations are used −

* A year y is represented by the integer y - 1900.
* A month is represented by an integer from 0 to 11; 0 is January, 1 is February, and so forth; thus 11 is December.
* A date (day of month) is represented by an integer from 1 to 31 in the usual manner.
* An hour is represented by an integer from 0 to 23. Thus, the hour from midnight to 1 a.m. is hour 0, and the hour from noon to 1 p.m. is hour 12.
* A minute is represented by an integer from 0 to 59 in the usual manner.
* A second is represented by an integer from 0 to 61.

|  |  |
| --- | --- |
| **Sr.No.** | **Methods & Description** |
| 1 | [after()](https://www.tutorialspoint.com/groovy/groovy_after.htm) Tests if this date is after the specified date.  public boolean after(Date when)  class Example {  static void main(String[] args) {  Date olddate = new Date("05/11/2015");  Date newdate = new Date("05/12/2015");  Date latestdate = new Date();    System.out.println(olddate.after(newdate));  System.out.println(latestdate.after(newdate));  }  } |
| 2 | [equals()](https://www.tutorialspoint.com/groovy/groovy_dates_times_equals.htm)  Compares two dates for equality. The result is true if and only if the argument is not null and is a Date object that represents the same point in time, to the millisecond, as this object.  public boolean equals(Object obj)  class Example {  static void main(String[] args) {  Date olddate = new Date("05/11/2015");  Date newdate = new Date("05/11/2015");  Date latestdate = new Date();    System.out.println(olddate.equals(newdate));  System.out.println(latestdate.equals(newdate));  }  } |
| 3 | [compareTo()](https://www.tutorialspoint.com/groovy/groovy_dates_times_compareto.htm) Compares two Dates for ordering.  public int compareTo(Date anotherDate)  class Example {  static void main(String[] args) {  Date olddate = new Date("05/11/2015");  Date newdate = new Date("05/11/2015");  Date latestdate = new Date();    System.out.println(olddate.compareTo(newdate));  System.out.println(latestdate.compareTo(newdate));  }  } |
| 4 | [toString()](https://www.tutorialspoint.com/groovy/groovy_dates_times_tostring.htm) Converts this Date object to a String of the form dow mon dd hh:mm:ss zzz yyyy  public String toString()  class Example {  static void main(String[] args) {  Date olddate = new Date("05/11/2015");  Date newdate = new Date("05/11/2015");  Date latestdate = new Date();    System.out.println(olddate.toString());  System.out.println(newdate.toString());  System.out.println(latestdate.toString());  }  } |
| 5 | [before()](https://www.tutorialspoint.com/groovy/groovy_before.htm) Tests if this date is before the specified date.  public boolean before(Date when)  class Example {  static void main(String[] args) {  Date olddate = new Date("05/11/2015");  Date newdate = new Date("05/11/2015");  Date latestdate = new Date();    System.out.println(olddate.before(newdate));  System.out.println(olddate.before(latestdate));  }  } |
| 6 | [getTime()](https://www.tutorialspoint.com/groovy/groovy_gettime.htm) Returns the number of milliseconds since January 1, 1970, 00:00:00 GMT represented by this Date object.  public long getTime()  class Example {  static void main(String[] args) {  Date olddate = new Date("05/11/2015");  Date newdate = new Date("05/11/2015");  Date latestdate = new Date();    System.out.println(olddate.getTime());  System.out.println(newdate.getTime());  System.out.println(latestdate.getTime());  }  } |
| 7 | [setTime()](https://www.tutorialspoint.com/groovy/groovy_settime.htm) Sets this Date object to represent a point in time that is time milliseconds after January 1, 1970 00:00:00 GMT.  public void setTime(long time)  class Example {  static void main(String[] args) {  Date olddate = new Date("05/11/2015");  Date newdate = new Date("05/12/2015");  Date latestdate = new Date();    olddate.setTime(10000);  newdate.setTime(10000);  latestdate.setTime(10000);    System.out.println(olddate.toString());  System.out.println(newdate.toString());  System.out.println(latestdate.toString());  }  } |

# Exception Handling

Exception handling is required in any programming language to handle the runtime errors so that normal flow of the application can be maintained.

Exception normally disrupts the normal flow of the application, which is the reason why we need to use Exception handling in our application.

Exceptions are broadly classified into the following categories −

* **Checked Exception** − The classes that extend Throwable class except RuntimeException and Error are known as checked exceptions e.g.IOException, SQLException etc. Checked exceptions are checked at compile-time.

One classical case is the FileNotFoundException. Suppose you had the following codein your application which reads from a file in E drive.

class Example {

static void main(String[] args) {

File file = new File("E://file.txt");

FileReader fr = new FileReader(file);

}

}

If the File (file.txt) is not there in the E drive then the following exception will be raised.

Caught: java.io.FileNotFoundException: E:\file.txt (The system cannot find the file specified).

java.io.FileNotFoundException: E:\file.txt (The system cannot find the file specified).

* **Unchecked Exception** − The classes that extend RuntimeException are known as unchecked exceptions, e.g., ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException etc. Unchecked exceptions are not checked at compile-time rather they are checked at runtime.

One classical case is the ArrayIndexOutOfBoundsException which happens when you try to access an index of an array which is greater than the length of the array. Following is a typical example of this sort of mistake.

class Example {

static void main(String[] args) {

def arr = new int[3];

arr[5] = 5;

}

}

When the above code is executed the following exception will be raised.

Caught: java.lang.ArrayIndexOutOfBoundsException: 5

java.lang.ArrayIndexOutOfBoundsException: 5

* **Error** − Error is irrecoverable e.g. OutOfMemoryError, VirtualMachineError, AssertionError etc.

These are errors which the program can never recover from and will cause the program to crash.

The following diagram shows how the hierarchy of exceptions in Groovy is organized. It’s all based on the hierarchy defined in Java.
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## Catching Exceptions

A method catches an exception using a combination of the **try** and **catch** keywords. A try/catch block is placed around the code that might generate an exception.

try {

//Protected code

} catch(ExceptionName e1) {

//Catch block

}

All of your code which could raise an exception is placed in the Protected code block.

In the catch block, you can write custom code to handle your exception so that the application can recover from the exception.

Let’s look at an example of the similar code we saw above for accessing an array with an index value which is greater than the size of the array. But this time let’s wrap our code in a try/catch block.

class Example {

static void main(String[] args) {

try {

def arr = new int[3];

arr[5] = 5;

} catch(Exception ex) {

println("Catching the exception");

}

println("Let's move on after the exception");

}

}

When we run the above program, we will get the following result −

Catching the exception

Let's move on after the exception

From the above code, we wrap out faulty code in the try block. In the catch block we are just catching our exception and outputting a message that an exception has occurred.

## Multiple Catch Blocks

One can have multiple catch blocks to handle multiple types of exceptions. For each catch block, depending on the type of exception raised you would write code to handle it accordingly.

Let’s modify our above code to catch the ArrayIndexOutOfBoundsException specifically. Following is the code snippet.

class Example {

static void main(String[] args) {

try {

def arr = new int[3];

arr[5] = 5;

}catch(ArrayIndexOutOfBoundsException ex) {

println("Catching the Array out of Bounds exception");

}catch(Exception ex) {

println("Catching the exception");

}

println("Let's move on after the exception");

}

}

When we run the above program, we will get the following result −

Catching the Aray out of Bounds exception

Let's move on after the exception

From the above code you can see that the ArrayIndexOutOfBoundsException catch block is caught first because it means the criteria of the exception.

## Finally Block

The **finally** block follows a try block or a catch block. A finally block of code always executes, irrespective of occurrence of an Exception.

Using a finally block allows you to run any cleanup-type statements that you want to execute, no matter what happens in the protected code. The syntax for this block is given below.

try {

//Protected code

} catch(ExceptionType1 e1) {

//Catch block

} catch(ExceptionType2 e2) {

//Catch block

} catch(ExceptionType3 e3) {

//Catch block

} finally {

//The finally block always executes.

}

Let’s modify our above code and add the finally block of code. Following is the code snippet.

class Example {

static void main(String[] args) {

try {

def arr = new int[3];

arr[5] = 5;

} catch(ArrayIndexOutOfBoundsException ex) {

println("Catching the Array out of Bounds exception");

}catch(Exception ex) {

println("Catching the exception");

} finally {

println("The final block");

}

println("Let's move on after the exception");

}

}

When we run the above program, we will get the following result −

Catching the Array out of Bounds exception

The final block

Let's move on after the exception

Following are the Exception methods available in Groovy −

### public String getMessage()

Returns a detailed message about the exception that has occurred. This message is initialized in the Throwable constructor.

### public Throwable getCause()

Returns the cause of the exception as represented by a Throwable object.

### public String toString()

Returns the name of the class concatenated with the result of getMessage()

### public void printStackTrace()

Prints the result of toString() along with the stack trace to System.err, the error output stream.

### public StackTraceElement [] getStackTrace()

Returns an array containing each element on the stack trace. The element at index 0 represents the top of the call stack, and the last element in the array represents the method at the bottom of the call stack.

### public Throwable fillInStackTrace()

Fills the stack trace of this Throwable object with the current stack trace, adding to any previous information in the stack trace.

Following is the code example using some of the methods given above −

class Example {

static void main(String[] args) {

try {

def arr = new int[3];

arr[5] = 5;

}catch(ArrayIndexOutOfBoundsException ex) {

println(ex.toString());

println(ex.getMessage());

println(ex.getStackTrace());

} catch(Exception ex) {

println("Catching the exception");

}finally {

println("The final block");

}

println("Let's move on after the exception");

}

}

# Groovy – Object Oriented

In Groovy, as in any other Object-Oriented language, there is the concept of classes and objects to represent the objected oriented nature of the programming language. A Groovy class is a collection of data and the methods that operate on that data. Together, the data and methods of a class are used to represent some real world object from the problem domain.

A class in Groovy declares the state (data) and the behavior of objects defined by that class. Hence, a Groovy class describes both the instance fields and methods for that class.

Following is an example of a class in Groovy. The name of the class is Student which has two fields – **StudentID** and **StudentName**. In the main function, we are creating an object of this class and assigning values to the **StudentID** and **StudentName** of the object.

class Student {

int StudentID;

String StudentName;

static void main(String[] args) {

Student st = new Student();

st.StudentID = 1;

st.StudentName = "Joe"

}

}

## getter and setter Methods

In any programming language, it always a practice to hide the instance members with the private keyword and instead provide getter and setter methods to set and get the values of the instance variables accordingly. The following example shows how this can be done.

class Student {

private int StudentID;

private String StudentName;

void setStudentID(int pID) {

StudentID = pID;

}

void setStudentName(String pName) {

StudentName = pName;

}

int getStudentID() {

return this.StudentID;

}

String getStudentName() {

return this.StudentName;

}

static void main(String[] args) {

Student st = new Student();

st.setStudentID(1);

st.setStudentName("Joe");

println(st.getStudentID());

println(st.getStudentName());

}

}

When we run the above program, we will get the following result −

1

Joe

Note the following key points about the above program −

* In the class both the studentID and studentName are marked as private which means that they cannot be accessed from outside of the class.
* Each instance member has its own getter and setter method. The getter method returns the value of the instance variable, for example the method int getStudentID() and the setter method sets the value of the instance ID, for example the method - void setStudentName(String pName)

## Instance Methods

It’s normally a natural to include more methods inside of the class which actually does some sort of functionality for the class. In our student example, let’s add instance members of Marks1, Marks2 and Marks3 to denote the marks of the student in 3 subjects. We will then add a new instance method which will calculate the total marks of the student. Following is how the code would look like.

In the following example, the method Total is an additional Instance method which has some logic built into it.

class Student {

int StudentID;

String StudentName;

int Marks1;

int Marks2;

int Marks3;

int Total() {

return Marks1+Marks2+Marks3;

}

static void main(String[] args) {

Student st = new Student();

st.StudentID = 1;

st.StudentName="Joe";

st.Marks1 = 10;

st.Marks2 = 20;

st.Marks3 = 30;

println(st.Total());

}

}

When we run the above program, we will get the following result −

60

## Creating Multiple Objects

One can also create multiple objects of a class. Following is the example of how this can be achieved. In here we are creating 3 objects (st, st1 and st2) and calling their instance members and instance methods accordingly.

class Student {

int StudentID;

String StudentName;

int Marks1;

int Marks2;

int Marks3;

int Total() {

return Marks1+Marks2+Marks3;

}

static void main(String[] args) {

Student st = new Student();

st.StudentID = 1;

st.StudentName = "Joe";

st.Marks1 = 10;

st.Marks2 = 20;

st.Marks3 = 30;

println(st.Total());

Student st1 = new Student();

st.StudentID = 1;

st.StudentName = "Joe";

st.Marks1 = 10;

st.Marks2 = 20;

st.Marks3 = 40;

println(st.Total());

Student st3 = new Student();

st.StudentID = 1;

st.StudentName = "Joe";

st.Marks1 = 10;

st.Marks2 = 20;

st.Marks3 = 50;

println(st.Total());

}

}

When we run the above program, we will get the following result −

60

70

80

## Inheritance

Inheritance can be defined as the process where one class acquires the properties (methods and fields) of another. With the use of inheritance, the information is made manageable in a hierarchical order.

The class which inherits the properties of other is known as subclass (derived class, child class) and the class whose properties are inherited is known as superclass (base class, parent class).

## Extends

**extends** is the keyword used to inherit the properties of a class. Given below is the syntax of extends keyword. In the following example we are doing the following things −

* Creating a class called Person. This class has one instance member called name.
* Creating a class called Student which extends from the Person class. Note that the name instance member which is defined in the Person class gets inherited in the Student class.
* In the Student class constructor, we are calling the base class constructor.
* In our Student class, we are adding 2 additional instance members of StudentID and Marks1.

class Example {

static void main(String[] args) {

Student st = new Student();

st.StudentID = 1;

st.Marks1 = 10;

st.name = "Joe";

println(st.name);

}

}

class Person {

public String name;

public Person() {}

}

class Student extends Person {

int StudentID

int Marks1;

public Student() {

super();

}

}

When we run the above program, we will get the following result −

Joe

## Inner Classes

Inner classes are defined within another classes. The enclosing class can use the inner class as usual. On the other side, an inner class can access members of its enclosing class, even if they are private. Classes other than the enclosing class are not allowed to access inner classes.

Following is an example of an Outer and Inner class. In the following example we are doing the following things −

* Creating a class called Outer which will be our outer class.
* Defining a string called name in our Outer class.
* Creating an Inner or nested class inside of our Outer class.
* Note that in the inner class we can access the name instance member defined in the Outer class.

class Example {

static void main(String[] args) {

Outer outobj = new Outer();

outobj.name = "Joe";

outobj.callInnerMethod()

}

}

class Outer {

String name;

def callInnerMethod() {

new Inner().methodA()

}

class Inner {

def methodA() {

println(name);

}

}

}

When we run the above program, we will get the following result −

Joe

## Abstract Classes

Abstract classes represent generic concepts, thus, they cannot be instantiated, being created to be subclassed. Their members include fields/properties and abstract or concrete methods. Abstract methods do not have implementation, and must be implemented by concrete subclasses. Abstract classes must be declared with abstract keyword. Abstract methods must also be declared with abstract keyword.

In the following example, note that the Person class is now made into an abstract class and cannot be instantiated. Also note that there is an abstract method called DisplayMarks in the abstract class which has no implementation details. In the student class it is mandatory to add the implementation details.

class Example {

static void main(String[] args) {

Student st = new Student();

st.StudentID = 1;

st.Marks1 = 10;

st.name="Joe";

println(st.name);

println(st.DisplayMarks());

}

}

abstract class Person {

public String name;

public Person() { }

abstract void DisplayMarks();

}

class Student extends Person {

int StudentID

int Marks1;

public Student() {

super();

}

void DisplayMarks() {

println(Marks1);

}

}

When we run the above program, we will get the following result −

Joe

10

null

## Interfaces

An interface defines a contract that a class needs to conform to. An interface only defines a list of methods that need to be implemented but does not define the methods implementation. An interface needs to be declared using the interface keyword. An interface only defines method signatures. Methods of an interface are always **public**. It is an error to use protected or private methods in interfaces.

Following is an example of an interface in groovy. In the following example we are doing the following things −

* Creating an interface called Marks and creating an interface method called DisplayMarks.
* In the class definition, we are using the implements keyword to implement the interface.
* Because we are implementing the interface we have to provide the implementation for the DisplayMarks method.

class Example {

static void main(String[] args) {

Student st = new Student();

st.StudentID = 1;

st.Marks1 = 10;

println(st.DisplayMarks());

}

}

interface Marks {

void DisplayMarks();

}

class Student implements Marks {

int StudentID

int Marks1;

void DisplayMarks() {

println(Marks1);

}

}

When we run the above program, we will get the following result −

10

null

# Groovy - Meta Object Programming

Meta object programming or MOP can be used to invoke methods dynamically and also create classes and methods on the fly.

So what does this mean? Let’s consider a class called Student, which is kind of an empty class with no member variables or methods. Suppose if you had to invoke the following statements on this class.

def myStudent = new Student()

myStudent.Name = ”Joe”;

myStudent.Display()

Now in meta object programming, even though the class does not have the member variable Name or the method Display(), the above code will still work.

How can this work? Well, for this to work out, one has to implement the GroovyInterceptable interface to hook into the execution process of Groovy. Following are the methods available for this interface.

public interface GroovyInterceptable {

public object invokeMethod(String methodName, Object args)

public object getproperty(String propertyName)

public object setProperty(String propertyName, Object newValue)

public MetaClass getMetaClass()

public void setMetaClass(MetaClass metaClass)

}

So in the above interface description, suppose if you had to implement the invokeMethod(), it would be called for every method which either exists or does not exist.

## Missing Properties

So let’s look an example of how we can implement Meta Object Programming for missing Properties. The following keys things should be noted about the following code.

* The class Student has no member variable called Name or ID defined.
* The class Student implements the GroovyInterceptable interface.
* There is a parameter called dynamicProps which will be used to hold the value of the member variables which are created on the fly.
* The methods getproperty and setproperty have been implemented to get and set the values of the property’s of the class at runtime.

class Example {

static void main(String[] args) {

Student mst = new Student();

mst.Name = "Joe";

mst.ID = 1;

println(mst.Name);

println(mst.ID);

}

}

class Student implements GroovyInterceptable {

protected dynamicProps=[:]

void setProperty(String pName,val) {

dynamicProps[pName] = val

}

def getProperty(String pName) {

dynamicProps[pName]

}

}

The output of the following code would be −

Joe

1

## Another Better Example for getProperty() and setProperty()

Here, we do not implement the GroovyInterceptable interface.

class Student {

def property1 = 'ha'

def field2 = 'ho'

def field4 = 'hu'

def getField1() {

return 'getHa'

}

def getProperty(String name) {

if (name != 'field3')

return metaClass.getProperty(this, name)

else

return 'field3'

}

String property;

void setProperty(String name, Object value) {

this.@"$name" = 'overridden'

}

}

class Example {

static void main(String[] args) {

Student mst = new Student();

println(mst.field1); // == 'getHa'

println(mst.field2); // == 'ho'

println(mst.field3); // == 'field3'

println(mst.field4); // == 'hu'

mst.property = "Hello";

println(mst.property); // == 'overridden'

}

}

## Missing methods

So let’s look an example of how we can implement Meta Object Programming for missing Properties. The following keys things should be noted about the following code −

* The class Student now implememts the invokeMethod method which gets called irrespective of whether the method exists or not.

class Example {

static void main(String[] args) {

Student mst = new Student();

mst.Name = "Joe";

mst.ID = 1;

println(mst.Name);

println(mst.ID);

println(mst.AddMarks());

}

}

class Student implements GroovyInterceptable {

protected dynamicProps = [:]

void setProperty(String pName, val) {

dynamicProps[pName] = val

}

def getProperty(String pName) {

dynamicProps[pName]

}

def invokeMethod(String name, Object args) {

return "called invokeMethod $name $args"

}

}

The output of the following codewould be shown below. Note that there is no error of missing Method Exception even though the method Display does not exist.

Joe

1

called invokeMethod Addmarks []

However, the use of invokeMethod to intercept missing methods is discouraged. In cases where the intent is to only intercept method calls in the case of a failed method dispatch use methodMissing instead.

## Method Missing

Groovy supports the concept of methodMissing. This method differs from invokeMethod in that it is only invoked in case of a failed method dispatch, when no method can be found for the given name and/or the given arguments. The following example shows how the methodMissing can be used.

class Example {

static void main(String[] args) {

Student mst = new Student();

mst.Name = "Joe";

mst.ID = 1;

println(mst.Name);

println(mst.ID);

mst.AddMarks();

mst.AddMarks("ABC");

}

}

class Student implements GroovyInterceptable {

protected dynamicProps = [:]

void setProperty(String pName, val) {

dynamicProps[pName] = val

}

def getProperty(String pName) {

dynamicProps[pName]

}

def methodMissing(String name, def args) {

println "Missing method"

}

}

The output of the following code would be −

Joe

1

Missing method AddMarks []

Missing method AddMarks [ABC]

## Metaclass

This functionality is related to the MetaClass implementation. In the default implementation you can access fields without invoking their getters and setters. The following example shows how by using the metaClass function we are able to change and retrieve the value of the private variables in the class.

class Example {

static void main(String[] args) {

Student mst = new Student();

println mst.getName()

mst.metaClass.setAttribute(mst, 'name', 'Mark')

println mst.getName()

println(mst.metaClass.getAttribute(mst, 'name'))

}

}

class Student {

private String name = "Joe";

public String getName() {

return this.name;

}

}

The output of the following code would be −

Joe

Mark

Mark

# Groovy – Closures

A closure is a short anonymous block of code. It just normally spans a few lines of code. A method can even take the block of code as a parameter. They are anonymous in nature.

Following is an example of a simple closure and what it looks like.

class Example {

static void main(String[] args) {

def clos = {println "Hello World"};

clos.call();

}

}

In the above example, the code line - {println "Hello World"} is known as a closure. The code block referenced by this identifier can be executed with the call statement.

When we run the above program, we will get the following result −

Hello World

## Formal parameters in closures

Closures can also contain formal parameters to make them more useful just like methods in Groovy.

class Example {

static void main(String[] args) {

def clos = {param->println "Hello ${param}"};

clos.call("World");

}

}

In the above code example, notice the use of the ${param } which causes the closure to take a parameter. When calling the closure via the clos.call statement we now have the option to pass a parameter to the closure.

When we run the above program, we will get the following result −

Hello World

The next illustration repeats the previous example and produces the same result, but shows that an implicit single parameter referred to as it can be used. Here ‘it’ is a keyword in Groovy.

class Example {

static void main(String[] args) {

def clos = {println "Hello ${it}"};

clos.call("World");

}

}

When we run the above program, we will get the following result −

Hello World

## Closures and Variables

More formally, closures can refer to variables at the time the closure is defined. Following is an example of how this can be achieved.

class Example {

static void main(String[] args) {

def str1 = "Hello";

def clos = {param -> println "${str1} ${param}"}

clos.call("World");

// We are now changing the value of the String str1 which is referenced in the closure

str1 = "Welcome";

clos.call("World");

}

}

In the above example, in addition to passing a parameter to the closure, we are also defining a variable called str1. The closure also takes on the variable along with the parameter.

When we run the above program, we will get the following result −

Hello World

Welcome World

## Using Closures in Methods

Closures can also be used as parameters to methods. In Groovy, a lot of the inbuilt methods for data types such as Lists and collections have closures as a parameter type.

The following example shows how a closure can be sent to a method as a parameter.

class Example {

def static Display(clo) {

// This time the $param parameter gets replaced by the string "Inner"

clo.call("Inner");

}

static void main(String[] args) {

def str1 = "Hello";

def clos = { param -> println "${str1} ${param}" }

clos.call("World");

// We are now changing the value of the String str1 which is referenced in the closure

str1 = "Welcome";

clos.call("World");

// Passing our closure to a method

Example.Display(clos);

}

}

In the above example,

* We are defining a static method called Display which takes a closure as an argument.
* We are then defining a closure in our main method and passing it to our Display method as a parameter.

When we run the above program, we will get the following result −

Hello World

Welcome World

Welcome Inner

## Closures in Collections and String

Several List, Map, and String methods accept a closure as an argument. Let’s look at example of how closures can be used in these data types.

### Using Closures with Lists

The following example shows how closures can be used with Lists. In the following example we are first defining a simple list of values. The list collection type then defines a function called .**each**. This function takes on a closure as a parameter and applies the closure to each element of the list.

class Example {

static void main(String[] args) {

def lst = [11, 12, 13, 14];

lst.each {println it}

}

}

When we run the above program, we will get the following result −

11

12

13

14

### Using Closures with Maps

The following example shows how closures can be used with Maps. In the following example we are first defining a simple Map of key value items. The map collection type then defines a function called .each. This function takes on a closure as a parameter and applies the closure to each key-value pair of the map.

class Example {

static void main(String[] args) {

def mp = ["TopicName" : "Maps", "TopicDescription" : "Methods in Maps"]

mp.each {println it}

mp.each {println "${it.key} maps to: ${it.value}"}

}

}

When we run the above program, we will get the following result −

TopicName = Maps

TopicDescription = Methods in Maps

TopicName maps to: Maps

TopicDescription maps to: Methods in Maps

Often, we may wish to iterate across the members of a collection and apply some logic only when the element meets some criterion. This is readily handled with a conditional statement in the closure.

class Example {

static void main(String[] args) {

def lst = [1,2,3,4];

lst.each {println it}

println("The list will only display those numbers which are divisible by 2")

lst.each{num -> if(num % 2 == 0) println num}

}

}

The above example shows the conditional if(num % 2 == 0) expression being used in the closure which is used to check if each item in the list is divisible by 2.

When we run the above program, we will get the following result −

1

2

3

4

The list will only display those numbers which are divisible by 2.

2

4

## Methods used with Closures

The closures themselves provide some methods.

|  |  |
| --- | --- |
| **Sr.No.** | **Methods & Description** |
| 1 | [find()](https://www.tutorialspoint.com/groovy/groovy_find.htm) The find method finds the first value in a collection that matches some criterion.  Object find(Closure closure)  class Example {  static void main(String[] args) {  def lst = [1,2,3,4];  def value;    value = lst.find {element -> element > 2}  println(value);  }  } |
| 2 | [findAll()](https://www.tutorialspoint.com/groovy/groovy_findall.htm) It finds all values in the receiving object matching the closure condition.  List findAll(Closure closure)  class Example {  static void main(String[] args) {  def lst = [1,2,3,4];  def value;    value = lst.findAll{element -> element > 2}  value.each {println it}  }  } |
| 3 | [any() & every()](https://www.tutorialspoint.com/groovy/groovy_any_every.htm) Method any iterates through each element of a collection checking whether a Boolean predicate is valid for at least one element.  boolean any(Closure closure)  boolean every(Closure closure)  class Example {  static void main(String[] args) {  def lst = [1,2,3,4];  def value;    // Is there any value above 2  value = lst.any{element -> element > 2}  println(value);    // Is there any value above 4  value = lst.any{element -> element > 4}  println(value);  }  }  class Example {  static void main(String[] args) {  def lst = [1,2,3,4];  def value;    // Are all value above 2  value = lst.every{element -> element > 2}  println(value);    // Are all value above 4  value = lst.every{element -> element > 4}  println(value);  def largelst = [4,5,6];    // Are all value above 2  value = largelst.every{element -> element > 2}  println(value);  }  } |
| 4 | [collect()](https://www.tutorialspoint.com/groovy/groovy_collect.htm) The method collect iterates through a collection, converting each element into a new value using the closure as the transformer.  List collect(Closure closure)  class Example {  static void main(String[] args) {  def lst = [1,2,3,4];  def newlst = [];  newlst = lst.collect {element -> return element \* element}  println(newlst);  }  } |

# Groovy – Builder Pattern

<https://dzone.com/articles/a-basic-builder-with-groovy>

A builder, in its most simple form, can be thought of as a hierarchically nested constructor which may take a closure as argument. Within the closure, further constructors may be called.

You, as implementer of a builder, decide what the constructors do, how they're called and which arguments they take. Normally, you will already have an existing data structure that you would like to construct or modify with builder syntax. These data structures are, for example, an XML document, a Swing UI or a JSON document. In these cases, Groovy provides builders out-of-the-box. Maybe you have a domain model, or a very specific document or message type that you would like to create and you want something more specialized. You need a domain specific language and the Groovy Builder syntax is just what you're looking for.

Here, we'll create a builder for a domain model consisting of a Company with Departments and Employees. A Department may have zero or more Departments. Each object has an ID that is passed through the constructor.

## Domain Model

The domain model is as follows:

### Company

|  |
| --- |
| // Company.groovy  package builder.basic.model; |
| import java.util.ArrayList; |
| import java.util.List; |
|  |
| public class Company { |
| private List<Department> departments; |
| private final String id; |
|  |
| public Company(String id) { |
| this.id = id; |
| this.departments = new ArrayList<>(); |
| } |
| public List<Department> getDepartments() { |
| return departments; |
| } |
| public void setDepartments(List<Department> departments) { |
| this.departments = departments; |
| } |
| public String getId() { |
| return id; |
| } |
| } |

### Department

|  |
| --- |
| // Department.groovy  package builder.basic.model; |
| import java.util.ArrayList; |
| import java.util.List; |
|  |
| public class Department { |
| private List<Employee> employees; |
| private List<Department> departments; |
| private final String id; |
|  |
| public Department(String id) { |
| this.id = id; |
| this.employees = new ArrayList<>(); |
| this.departments = new ArrayList<>(); |
| } |
|  |
| public List<Employee> getEmployees() { |
| return employees; |
| } |
|  |
| public void setEmployees(List<Employee> employees) { |
| this.employees = employees; |
| } |
|  |
| public List<Department> getDepartments() { |
| return departments; |
| } |
|  |
| public void setDepartments(List<Department> departments) { |
| this.departments = departments; |
| } |
|  |
| public String getId() { |
| return id; |
| } |
| } |

### Employee

|  |
| --- |
| // Employee.groovy  package builder.basic.model; |
| public class Employee { |
| private String name; |
| private String role; |
| private final String id; |
|  |
| public Employee(String id) { |
| this.id = id; |
| } |
|  |
| public String getName() { |
| return name; |
| } |
| public void setName(String name) { |
| this.name = name; |
| } |
| public String getRole() { |
| return role; |
| } |
| public void setRole(String role) { |
| this.role = role; |
| } |
|  |
| public String getId() { |
| return id; |
| } |
| } |

## CompanyBuilder Implementation

|  |
| --- |
| // CompanyBuilder.groovy  package builder.basic |
| import builder.basic.model.Company |
| import builder.basic.model.Department |
| import builder.basic.model.Employee |
|  |
| class CompanyBuilder extends BuilderSupport { |
| @Override |
| protected Object createNode(Object name, Object id) { |
| switch(name) { |
| case 'company': return createCompany(id) |
| case 'department': return createDepartment(id) |
| case 'employee': return createEmployee(id) |
| case 'name': return setEmployeeName(id) |
| case 'role': return setEmployeeRole(id) |
| default: throw new IllegalArgumentException("Invalid keyword $name") |
| } |
| } |
| @Override |
| protected Object createNode(Object arg0) { |
| // TODO Auto-generated method stub |
| return null; |
| } |
| @Override |
| protected Object createNode(Object arg0, Map arg1) { |
| // TODO Auto-generated method stub |
| return null; |
| } |
| @Override |
| protected Object createNode(Object arg0, Map arg1, Object arg2) { |
| // TODO Auto-generated method stub |
| return null; |
| } |
| @Override |
| protected void setParent(Object parent, Object child) { |
|  |
| } |
| private Employee setEmployeeName(String name) { |
| if(current instanceof Employee) { |
| Employee employee = (Employee) current |
| employee.setName(name) |
| } else { |
| throw new IllegalArgumentException("Invalid keyword 'name'") |
| } |
| } |
| private Employee setEmployeeRole(String role) { |
| if(current instanceof Employee) { |
| Employee employee = (Employee) current |
| employee.setRole(role) |
| } else { |
| throw new IllegalArgumentException("Invalid keyword 'role'") |
| } |
| } |
| private Company createCompany(String id) { |
| Company company = new Company(id) |
| return company |
| } |
| private Department createDepartment(String id) { |
| Department department = new Department(id) |
| if(current instanceof Company) { |
| Company company = (Company) current |
| company.getDepartments().add(department) |
| } else if(current instanceof Department) { |
| Department parentDep = (Department) current |
| parentDep.getDepartments().add(department) |
| } |
| return department |
| } |
| private Employee createEmployee(String id) { |
| Employee employee = new Employee(id) |
| if(current instanceof Department) { |
| Department department = (Department) current |
| department.getEmployees().add(employee) |
| } |
| return employee |
| } |
| } |

## CompanyBuilder Usage / Syntax

// BuilderExample.groovy

package builder.basic

import builder.basic.CompanyBuilder

import builder.basic.model.Company

import builder.basic.model.Department

import builder.basic.model.Employee

class BuilderExample {

static void main(String[] args) {

CompanyBuilder builder = new CompanyBuilder()

Company company = builder.company('ABC') {

department('XYZ') {

employee('emp12345') {

name('John')

role('Administrator')

}

}

department('123') {

employee('emp987') {

name('Karen')

role('Project Manager')

}

department('456') {

employee('emp456') {

name('Mary')

role('Developer')

}

}

}

}

println("Comapny Id: ${company.getId()}")

println(company.getDepartments().each { dept -> println("Department Id: ${dept.getId()}") })

println(company.getDepartments().each { dept ->

println("Department Id: ${dept.getId()}");

dept.getEmployees().each {

emp -> println("\tEmployee Id: ${emp.getId()}. Name: ${emp.getName()}. Role: ${emp.getRole()}")

};

dept.getDepartments().each {

dpt -> println("\tDept Id: ${dpt.getId()}");

dpt.getEmployees().each {e -> println("\t\tEmployee Id: ${e.getId()}. Name: ${e.getName()}. Role: ${e.getRole()}") }

}

})

}

}
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